## **Overview**

Finzly Connect is a universal payment API for developers to access all the payment rails without stressing over the network and messaging rules. Finzly Connects offers REST API and webhook notifications to access any Finzly-powered bank. Finzly has standardized the payment data and made the payment processing super simple, so a bank customer, whether a fintech, business or an individual, doesn't have to worry about the messaging rules. A developer can access ACH, Domestic Wires, International Wires, RTP, and FedNow using Finzly Connect and connect to their favorite Finzly Bank.

Finzly Connect offers instant payment access and notifications via simple REST API. It is designed to be simple to use and implement in any model computer language that allows you to generate web requests. It uses "REST-Like '' RPC-style operations with parameters URL encoded into the request, and its response is encoded in JSON.

In this section, we will give a brief overview of the Finzly APIs: OpenBanking API, UserAdmin API and PaymentStatusNotifications API. We'll get as much information as possible from the PDF and add some unique content.

This page will also have a menu, as shown below. Using this menu, readers can easily access a specific section of the API documentation.

### **Finzly APIs**

| [Learn About Finzly APIs](#_ux9uqmhg9s92) |
| --- |

### **Guides**

| [Check out the guides on how to use Finzly APIs](#_embqdcnhun5t) |
| --- |

### 

### **Authentication**

| [Create an API access token and authenticate your API requests](#_wa9nflgiwkrp) |
| --- |

### **Common Workflows**

| [Learn about common workflows](#_peo6vn933drm) |
| --- |

### **Errors**

| [Learn about API errors, how they’re structured and how to handle them.](#_bw1qz2hirheo) |
| --- |

### **Payment Networks**

| [Find out the different payment networks Finzly APIs support](#_mxbyhhmelu6c) |
| --- |

### **Webhooks**

| [Learn how to set up a webhook](#_js5w4gtmvay4) |
| --- |

### **Frequently Asked Questions**

| [Check out the frequently asked questions related to Finzly APIs](#_x5wwomgjgsio) |
| --- |

### **Changelog & Feedback**

| **API Changelog**  [Find out about what changed with the API](#_1b3io7e17du0) | **Feedback**  Share your feedback to improve the API and ensure it fits your needs. Feel free to send your queries & feedback to [connect@finzly.com](mailto:connect@finzly.com) |
| --- | --- |

## 

## **Finzly APIs**

Finzly provides a modular platform that enables businesses, developers, and fintech to consume our APIs directly through banks or embed them into their products.

Users can launch financial products and services via API integration into our FinzlyOS platform.

Our API consists of modern RESTful messages to connect and communicate with our FinzlyOS platform. For every message, the platform returns a REST response.

Webhooks are sent in response to third-party actions.

## **Open Banking API v2.1.0**

## 

## **Customers APIs**

Customer APIs entitle the downstream partners, Banks, and associates to formally onboard clients with all the required information to perform financial operations.

These APIs will also enable users to search & maintain these onboarded clients, update any modifications in client information and create/update their beneficiaries (contacts).

Following use cases helps you to understand the current customer capabilities exposed via APIs

1. Search Customer
2. Create Customer
3. Get Customer By CustomerUID
4. Update Customer

**Add Client (of Fintech)**

**Description -** Using this API, the user can add a CRM entity to FinzlyOS. This API allows them to create customer types such as Customer, Corporate, Downstream partner (FinTech), Third Party Customer (Customer of a FinTech), and Financial Institutions.

**HTTP Method:** POST

### **Supported API functions**

### **Search Customers**

**GET /v2/customers**

**HTTP Method: GET**

**Description** - A GET request containing a series of parameters and objects to the GET /v2/customers endpoint is required to search for customers. Sending a GET request to the Search Customers Endpoint will allow users to search for customers using parameters such as legal name, short name, etc. All parameters and objects are specified below:

**Request Parameters**

Page and Limits are the mandatory parameters that provide the list of Corporate Entities, like how many records we want to get through the API request. Here are some of the other optional Parameters which can also be passed as per the user requirements

| Name | In | Data Type | Required | Description |
| --- | --- | --- | --- | --- |
| legalName | query | string | false | Customer's legal name |
| customerType | query | string | false | Type of Customer |
| shortName | query | string | false | Customer’s short name |
| customerId | query | string | false | Customer ID |
| status | query | string | false | none |
| taxId | query | string | false | Federal Tax ID |
| achCompanyID | query | string | false | ACH company ID is a 10-digit identifier used by banks and Nacha, the operator of the ACH network, to identify the entity collecting payments or sending money via ACH (also referred to as an “originator”) |
| page | query | string | true | none |
| limit | query | string | true | none |

**JSON Response** for GET request to **/v2/customers** endpoint

A successful GET request to **/v2/customers** endpoint will return the following data -

**Response Code - 200**

| {  "externalReferenceId": "tran12780",  "legalName": "DEMO Bank",  "shortName": "DMOB",  "customerUID": 111222,  "customerType": "Consumer or Corporate or Downstream Partner or Processing Org or Financial Institution",  "taxId": "123456789",  "achCompanyID": "1234567899",  "customerId": "12347890",  "status": "Active, Suspended,New,Pending",  "lei": "ABC1234",  "swiftcode": "BOFAUS3N",  "language": "English",  "emailAddress": "abc@bank.com",  "phoneNumber": "1112223333",  "faxNumber": "1231249877",  "website": "http://www.bank.com",  "logoUrl": "https://www.google.com/images/branding/googlelogo/2x/googlelogo\_color\_92x30dp.png",  "linkedinUrl": "https://www.linkedin.com/company/finzly",  "twitterUrl": "https://twitter.com/bank",  "legalAddress": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "mailAddressSameAsLegal": true,  "mailingAddress": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "relationshipType": "Customer or Bank or ThirdParty or Self",  "partnerOrgShortName": "TESTBANK",  "processingOrgShortName": "POBANK",  "costCenter": "123123121",  "relationshipManager": "testuser",  "originatingOfficer": "testuser",  "parentEntityShortName": "TESTBANK",  "addtionalProfileDetails": [  {  "creditclient": true,  "accountanalysis": true,  "sso": true,  "billingcustomer": true,  "restrictedaccess": true,  "achPositivePay": true,  "achWhitelist": true,  "achNonPrefund": true,  "achNonPrefundLimit": "string",  "paymentFileAuthentication": true,  "detailsofCharge": "OUR",  "fxPricingTier": "string",  "crediValueAdjustment": "string"  }  ],  "secCodes": [  "WEB"  ],  "note": "Notes for the customer",  "legalEntityAccessSettings": {  "allowOnlineAccess": true,  "userPinForNewEntry": true,  "userDualApproval": true,  "userPinForApproval": true,  "notificationsDualApproval": true,  "customerPinForNewEntry": true,  "customerDualApproval": true,  "customerPinForApproval": true,  "benePinForNewEntry": true,  "beneDualApproval": true,  "benePinForApproval": true,  "paymentPinForNewEntry": true,  "paymentLimitforFirstApprover": 0,  "paymentDualApproval": true,  "paymentLimitforSecondApprover": 0,  "paymentNumberOfApprovers": 0,  "paymentPinForApproval": true,  "feeTierForApproval": true  } } |
| --- |

**API Response Objects-**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| pagination | [Pagination](https://apidocs.finzly.net/dashboard?java=#schemapagination) | false | none | none |
| data | [[GetCustomerDetailResponse](https://apidocs.finzly.net/dashboard?java=#schemagetcustomerdetailresponse)] | false | none | none |
|  |  |  |  |  |

**Get Customer Detail Response**

| {  "externalReferenceId": "tran12780",  "legalName": "DEMO Bank",  "shortName": "DMOB",  "customerUID": 111222,  "customerType": "Consumer or Corporate or Downstream Partner or Processing Org or Financial Institution",  "taxId": "123456789",  "achCompanyID": "1234567899",  "customerId": "12347890",  "status": "Active, Suspended,New,Pending",  "lei": "ABC1234",  "swiftcode": "BOFAUS3N",  "language": "English",  "emailAddress": "abc@bank.com",  "phoneNumber": "1112223333",  "faxNumber": "1231249877",  "website": "http://www.bank.com",  "logoUrl": "https://www.google.com/images/branding/googlelogo/2x/googlelogo\_color\_92x30dp.png",  "linkedinUrl": "https://www.linkedin.com/company/finzly",  "twitterUrl": "https://twitter.com/bank",  "legalAddress": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "mailAddressSameAsLegal": true,  "mailingAddress": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "relationshipType": "Customer or Bank or ThirdParty or Self",  "partnerOrgShortName": "TESTBANK",  "processingOrgShortName": "POBANK",  "costCenter": "123123121",  "relationshipManager": "testuser",  "originatingOfficer": "testuser",  "parentEntityShortName": "TESTBANK",  "addtionalProfileDetails": [  {  "creditclient": true,  "accountanalysis": true,  "sso": true,  "billingcustomer": true,  "restrictedaccess": true,  "achPositivePay": true,  "achWhitelist": true,  "achNonPrefund": true,  "achNonPrefundLimit": "string",  "paymentFileAuthentication": true,  "detailsofCharge": "OUR",  "fxPricingTier": "string",  "crediValueAdjustment": "string"  }  ],  "secCodes": [  "WEB"  ],  "note": "Notes for the customer",  "legalEntityAccessSettings": {  "allowOnlineAccess": true,  "userPinForNewEntry": true,  "userDualApproval": true,  "userPinForApproval": true,  "notificationsDualApproval": true,  "customerPinForNewEntry": true,  "customerDualApproval": true,  "customerPinForApproval": true,  "benePinForNewEntry": true,  "beneDualApproval": true,  "benePinForApproval": true,  "paymentPinForNewEntry": true,  "paymentLimitforFirstApprover": 0,  "paymentDualApproval": true,  "paymentLimitforSecondApprover": 0,  "paymentNumberOfApprovers": 0,  "paymentPinForApproval": true,  "feeTierForApproval": true  } } |
| --- |

**Data Returned Objects**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| externalReferenceId | string | false | none | Unique reference id from a system outside of finzly. The external reference id can be used by the finzly for the request tracing purpose (if needed). |
| legalName | string | false | none | Customer's legal name |
| shortName | string | false | none | Customer's short name |
| customerUID | string | false | none | The unique identifier associated with the customer record assigned by the Finzly system. |
| customerType | string | false | none | Type of the customers in the Finzly CRM system |
| taxId | string | false | none | A tax id that the US government uses to identify business entities located in the US number |
| achCompanyID | string | false | none | ACH company ID is a 10-digit identifier used by banks and Nacha, the operator of the ACH network, to identify the entity collecting payments or sending money via ACH (also referred to as an “originator”) |
| customerId | string | false | none | Customer id assigned by the user. |
| status | string | false | none | Current status of the customer. |
| lei | string | false | none | Legal Entity Identifier (LEI) associated with the customer |
| swiftcode | string | false | none | SWIFT code that identifies your bank, country, location, and branch |
| language | string | false | none | language |
| emailAddress | string | false | none | Customer email address |
| phoneNumber | string | false | none | Customer phone number |
| faxNumber | string | false | none | Customer fax number |
| website | string | false | none | Customer fax number |
| logoUrl | string | false | none | Customer logo url |
| linkedinUrl | string | false | none | Company linkedin URL |
| twitterUrl | string | false | none | Customer twitter url |
| legalAddress | [CustomerAddress](https://apidocs.finzly.net/dashboard?java=#schemacustomeraddress) | false | none | none |
| mailAddressSameAsLegal | boolean | false | none | none |
| mailingAddress | [CustomerAddress](https://apidocs.finzly.net/dashboard?java=#schemacustomeraddress) | false | none | none |
| relationshipType | string | false | none | Relationship Type |
| partnerOrgShortName | string | false | none | This is the shortname associated with the customer defined in the CRM system as 'Downstream Partner'. This is required only if the customer relationshipType is Third party |
| processingOrgShortName | string | false | none | This is the shortname associated with the processing org the customer is associated with. |
| costCenter | string | false | none | Cost Center associated with the customer entity |
| relationshipManager | string | false | none | Relationship manager name. It needs to be a valid user login id in the finzly system. |
| originatingOfficer | string | false | none | Originating Officer name. It needs to be a valid user login id in the finzly system. |
| parentEntityShortName | string | false | none | This is the short name associated with the existing customer legal entity act as a parent entity |
| addtionalProfileDetails | [[CustomerAdditonalProfileDetails](https://apidocs.finzly.net/dashboard?java=#schemacustomeradditonalprofiledetails)] | false | none | none |
| secCodes | string | false | none | Provide all valid SEC-Standard Entry Class codes allowed for the given customer entity |
| note | string | false | none | Free form text to leave any notes for the customer entity. |
| legalEntityAccessSettings | [LegalEntityAccessSettings](https://apidocs.finzly.net/dashboard?java=#schemalegalentityaccesssettings) | false | none | none |

*Note the following about the results:*

* *Request URL: ​Shows what executed.*
* *Response Headers:​ Contains messages about the success or failure of the request.*
* *Response Body: ​Contains a JSON array of the results.*
* *Curl Command Line: ​Contains a form of the request that you can copy and paste to execute at the command line or in scripts.*

### **Creating Customer**

**HTTP Method:** **POST**

**POST /v2/customers**

**Description -** Sending a POST request to Customers Endpoint will allow the users to create a customer as a Corporate Account for getting the features and using further options. Finzy is providing a dashboard where corporate customers can create their account and use the settings later on as per their convenience. In order to create a customer a POST request containing a series of parameters and objects to the POST /v2/customers endpoint is required. All parameters and objects are specified below -

**Request Parameters**

The entire data will be passed through the body section.

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| body | body | [CreateCustomerRequest](https://apidocs.finzly.net/dashboard?java#schemacreatecustomerrequest) | true | Customer Details |

**JSON Response** for POST request to **/v2/customers** endpoint will return the following data -

**Response Code - 200**

| 200 Response {  "status": "Success or Failure",  "code": "CUST001 etc.",  "message": "Failed to create a customer due to the mandatory attribute is not provide.",  "data": {  "customerUID": "123",  "externalReferenceId": "string",  "shortName": "string",  "customerEntityStatus": "New"  } } |
| --- |

**Data Returned Objects**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [CreateUpdateCustomerResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemacreateupdatecustomerresponse_data) | false | none | none |

**Note the following about the results:**

* **Request URL: ​Shows what executed.**
* **Response Headers:​ Contains messages about the success or failure of the request.**
* **Response Body: ​Contains a JSON array of the results.**
* **Curl Command Line: ​Contains a form of the request that you can copy and paste to execute at the command line or in scripts.**

### **Getting Customer Information by customerUID**

**GET /v2/customers/{customerUID}**

**HTTP Method: GET**

**Description** - A GET request containing customerUID to the /v2/customers/**{customerUID}** endpoint is required to retrieve information related to customers. Sending a GET request to this Endpoint allows users to retrieve the customer information from the system using the unique identifier associated with the customer. **By passing the Customer ID in the path of the API request, we can get the full details in the response.**

**Request Parameters**

**Here we need to pass the CustomerID as a Path in the API request to get the response.**

| Name | In | Data Type | Required | Description |
| --- | --- | --- | --- | --- |
| customerUID | path | string | true | none |

**Success Response**

A successful GET request to /v2/customers/**{customerUID}** endpoint returns the following data

**Response Code - 200**

| 200 Response [  {  "status": "Success or Failure",  "code": "CUST001 etc.",  "message": "Failed to get the customer: ",  "pagination": {  "totalRecords": 100,  "returnedRecords": 10,  "pageReturned": 2,  "pageSize": 10  },  "data": [  {  "externalReferenceId": "tran12780",  "legalName": "DEMO Bank",  "shortName": "DMOB",  "customerUID": 111222,  "customerType": "Consumer or Corporate or Downstream Partner or Processing Org or Financial Institution",  "taxId": "123456789",  "achCompanyID": "1234567899",  "customerId": "12347890",  "status": "Active, Suspended,New,Pending",  "lei": "ABC1234",  "swiftcode": "BOFAUS3N",  "language": "English",  "emailAddress": "abc@bank.com",  "phoneNumber": "1112223333",  "faxNumber": "1231249877",  "website": "http://www.bank.com",  "logoUrl": "https://www.google.com/images/branding/googlelogo/2x/googlelogo\_color\_92x30dp.png",  "linkedinUrl": "https://www.linkedin.com/company/finzly",  "twitterUrl": "https://twitter.com/bank",  "legalAddress": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "mailAddressSameAsLegal": true,  "mailingAddress": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "relationshipType": "Customer or Bank or ThirdParty or Self",  "partnerOrgShortName": "TESTBANK",  "processingOrgShortName": "POBANK",  "costCenter": "123123121",  "relationshipManager": "testuser",  "originatingOfficer": "testuser",  "parentEntityShortName": "TESTBANK",  "addtionalProfileDetails": [  {  "creditclient": true,  "accountanalysis": true,  "sso": true,  "billingcustomer": true,  "restrictedaccess": true,  "achPositivePay": true,  "achWhitelist": true,  "achNonPrefund": true,  "achNonPrefundLimit": "string",  "paymentFileAuthentication": true,  "detailsofCharge": "OUR",  "fxPricingTier": "string",  "crediValueAdjustment": "string"  }  ],  "secCodes": [  "WEB"  ],  "note": "Notes for the customer",  "legalEntityAccessSettings": {  "allowOnlineAccess": true,  "userPinForNewEntry": true,  "userDualApproval": true,  "userPinForApproval": true,  "notificationsDualApproval": true,  "customerPinForNewEntry": true,  "customerDualApproval": true,  "customerPinForApproval": true,  "benePinForNewEntry": true,  "beneDualApproval": true,  "benePinForApproval": true,  "paymentPinForNewEntry": true,  "paymentLimitforFirstApprover": 0,  "paymentDualApproval": true,  "paymentLimitforSecondApprover": 0,  "paymentNumberOfApprovers": 0,  "paymentPinForApproval": true,  "feeTierForApproval": true  }  }  ]  } |
| --- |

### 

### **Updating Customers**

**PUT /v2/customers/{customerUID}**

**HTTP Method: PUT**

**Description -** A PUT request containing a series of parameters and objects to the v2/customers/{customerUID} endpoint is required to update customers. Sending a PUT request to the v2/customers/{customerUID} endpoint allows users to update information related to any existing customer type using parameters. All parameters and objects are specified below:

**Request Parameters**

**Here we need to Pass the Customer ID in the path of the API request and Data via the body section to update the record on behalf of the customerID.**

**nd data will be passed via the body section to update the record on the behalf of customerID.**

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| customerUID | path | string | true | none |
| body | body | [UpdateCustomerRequest](https://apidocs.finzly.net/dashboard#schemaupdatecustomerrequest) | true | Customer details |

**JSON Response**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "CUST001 etc.",  "message": "Failed to create a customer due to the mandatory attribute is not provide.",  "data": {  "customerUID": "123",  "externalReferenceId": "string",  "shortName": "string",  "customerEntityStatus": "New"  } } |
| --- |

| {  "customerUID": "123",  "externalReferenceId": "string",  "shortName": "string",  "customerEntityStatus": "New" } |
| --- |

**Data Returned Objects**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [CreateUpdateCustomerResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemacreateupdatecustomerresponse_data) | false | none | none |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| customerUID | string | false | none | Customer id within Finzly's CRM system |
| externalReferenceId | string | false | none | none |
| shortName | string | false | none | none |
| customerEntityStatus | string | false | none | Status of the customer |

**Add Customer Account**

This API allows the user to add a customer account to the customer profile in the CRM system. The user can use the account unique identifier (UID) in the payment request. The customer account can be a type of Checking, Saving or Virtual (Fintech account).

Customer Contacts

Customer Contact APIs help manage the customer beneficiaries (contacts) in the Finzly CRM system.

Once the contacts are defined as the template contact, UID can be used in the payment APIs as a receiverAccountId.

Following use cases helps you to understand the current customer contacts capabilities exposed via APIs

1. Search Customer Contact
2. Create Customer Contact
3. Get Customer Contacts By ContactUID
4. Update Customer Contact

### **Search Customer Contacts**

**GET /v2/customers/{customerUID}/contacts**

**HTTP Method: GET**

**Description -** A **GET** request containing a series of parameters and objects to the v2/customers/{customerUID}/contacts endpoint is required to search customer contacts. Sending a GET request to the **/v2/customers/{customerUID}/contacts** endpointallows Corporate Entities acting as customers to get the list of the details to those customers who are linked with the customerID. All parameters and objects are specified below:

**Request Parameters -**

**Here, the customerUID, Page and Limit are mandatory parameters. CustomerUID will be passed via the PATH of the API request and Page and Limit will be passed via the query section of the API request to fetch the information.**

| **Name** | **In** | **Data Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| customerUID | path | integer | true | none |
| contactName | path | string | false | none |
| accountNumber | query | string | false | none |
| page | query | string | true | none |
| limit | query | string | true | none |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "CUST001 etc.",  "message": "Failed to get a customer contact: ",  "data": {  "externalReferenceId": "string",  "templateName": "string",  "name": "string",  "address": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "emailAddress": "abc@abc.com",  "phoneNumber": "123-124-9877",  "contactBank": {  "country": "string",  "accountNo": "string",  "accountCcy": "string",  "name": "string",  "address": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "nationalCode": "0125487",  "swiftCode": "USBNX000"  },  "intermediaryBank": {  "country": "string",  "name": "string",  "nationalCode": "string",  "swiftCode": "string",  "coverMessageRequired": "string",  "address": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  }  },  "otherInfo": {  "beneficiaryNotes": "string",  "otherBeneBankInfo": "string"  },  "regulartoryReporting": [  {  "key": "string",  "value": "string"  }  ]  } } |
| --- |

**Data Returned Objects**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| pagination | Pagination | false | none | none |
| data | [[CustomerContact](https://apidocs.finzly.net/dashboard?java=#schemacustomercontact)] | false | none | none |

### **Creating Customer Contact**

POST /v2/customers/{customerUID}/contacts

**HTTP Method: POST**

**Description -** Sending a **POST** request to **v2/customers/{customerUID}/contacts** endpoint allows users to create a new contact for the existing customer. Corporate entities acting as customers can create a Customer, so thus in the future, they don't need to enter the details for payment/transaction purposes. It is a one-time registration for each corporate entity. All parameters and objects are specified below:

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| customerUID | path | integer | true | none |
| body | body | [CustomerContact](https://apidocs.finzly.net/dashboard#schemacustomercontact) | true | Account Info |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "CUST001 etc.",  "message": "Failed to create a customer contact: ",  "data": {  "customerContactUID": "string",  "externalReferenceId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [CreateCustomerContactResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemacreatecustomercontactresponse_data) | false | none | none |

### **Get Customer Contact Details**

GET /v2/customers/{customerUID}/contacts/{contactUID}

**HTTP Method: GET**

**Description -** A GET request containing contactUID to the /v2/customers/{customerUID}/contacts/{contactUID} endpoint is required to retrieve information related to customers. Sending a GET request to this Endpoint allows users to retrieve the customer information from the system using the unique identifier associated with the customer's contact.

**Parameters**

In this Query, we need to pass the two Parameters, CustomerID and ContactID, in the API’s Path to get the response of particular contacts.

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| customerUID | path | integer | true | none |
| contactUID | path | [CustomerContact](https://apidocs.finzly.net/dashboard#schemacustomercontact) | true | none |

| {  "status": "Success or Failure",  "code": "CUST001 etc.",  "message": "Failed to get a customer contact: ",  "data": {  "externalReferenceId": "string",  "templateName": "string",  "name": "string",  "address": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "emailAddress": "abc@abc.com",  "phoneNumber": "123-124-9877",  "contactBank": {  "country": "string",  "accountNo": "string",  "accountCcy": "string",  "name": "string",  "address": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  },  "nationalCode": "0125487",  "swiftCode": "USBNX000"  },  "intermediaryBank": {  "country": "string",  "name": "string",  "nationalCode": "string",  "swiftCode": "string",  "coverMessageRequired": "string",  "address": {  "addressLine1": "111 My Street",  "addressLine2": "Suite 210",  "city": "Charlotte",  "state": "North Carolina",  "postalCode": "28269",  "countryCode": "USA",  "country": "UNITED STATES OF AMERICA"  }  },  "otherInfo": {  "beneficiaryNotes": "string",  "otherBeneBankInfo": "string"  },  "regulartoryReporting": [  {  "key": "string",  "value": "string"  }  ]  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | CustomerContact | false | none | none |

### **Update Customer Contact Details**

**PUT /v2/customers/{customerUID}/contacts/{contactUID}**

**HTTP Method: PUT**

**Description -** Sending a PUT request to v2/customers/{customerUID}/contacts/{contactUID} allows users to update customer contact details. All parameters and objects are specified below:

**Request Parameters**

**Here we also need to pass two Parameters, customerUID, and contactUID, in the Path and the further account information for which they want to update the record in the Body section.**

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| customerUID | path | string | true | none |
| contactUID | path | string | true | none |
| body | body | [CustomerContact](https://apidocs.finzly.net/dashboard#schemacustomercontact) | true | Account Information |

**JSON Response**

| {  "status": "Success or Failure",  "code": "CUST001 etc.",  "message": "Failed to create a customer contact: ",  "data": {  "customerContactUID": "string",  "externalReferenceId": "string"  } |
| --- |

}

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | CreateCustomerContactResponse\_data | false | none | none |

Customer Bank Account

# Customer Accounts

Customer Accounts APIs help users get all the accounts associated with their customer in a single call. You can enhance the customer experience by providing them with the most updated balance. Besides, you can further add value by tracking payment transactions related to these individual accounts.

The following **supported API functions** helps you to understand the current customer accounts capabilities exposed via APIs:

1. Search Customer Account
2. Create Customer Account
3. Get Customer Account
4. Update Customer Account
5. Delete Customer Account

### **Supported Customer Accounts API functions**

### **Search Customer Account**

**HTTP Method: GET**

**Description** - Sending a GET request to the Search Customers Account Endpoint will allow users to search for customer accounts using parameters customerUID, accountType, and others. This can be used to search the details of customers' accounts registered with the corporate entity. The details will be provided in bulk and not specific. All the request parameters and objects are specified below:

**Request Parameters**

Customer UID must be passed in the path of the API request to search for customers. Rest of the parameters are optional

| Name | In | Data Type | Required | Description |
| --- | --- | --- | --- | --- |
| customerUID | path | string | true |  |
| accountType | query | string | false | Type of Customer Account |
| status | query | string | false |  |
| currency | query | string | false | Customer ID |
| wireEnabled | query | string | false | none |
| accountNumber | query | string | false | Federal Tax ID |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "ACC001 etc.",  "message": "Failed to get an account: ",  "data": [  {  "accountUID": "100100",  "name": "Checking",  "accountNumber": "1122345",  "fboAccountNumber": "2233445",  "type": "DEPOSIT or LOAN",  "subType": "Checking, Saving, Psuedo",  "systemOfRecord": "Other Core or External",  "balanceType": "DDA etc.",  "ledgerBalance": "24000.00",  "availableBalance": "25000.00",  "availableBalanceStatus": "NSF",  "amountPrecision": "string",  "currency": "USD",  "country": "UNITED STATE OF AMERICA etc.",  "bankId": "11223498",  "bankName": "Chase etc.",  "bankIdType": "By ABA or By Address",  "enableWires": false,  "enableOffset": false,  "defaultOffset": false,  "feeAccount": false,  "returnAccount": false,  "status": "Active etc.",  "externalAccount": {  "externalProvider": "Plaid",  "externalId": "1234567",  "externalAuthToken": "1234567"  }  }  ] |
| --- |

**}**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [[CustomerBankAccount](https://apidocs.finzly.net/dashboard?java=#schemacustomerbankaccount)] | false | none | none |

**Customer Bank Account**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| accountUID | string | false | none | Account unique identifier assigned by the system |
| name | string | false | none | Account Name |
| accountNumber | string | false | none | Account Number |
| fboAccountNumber | string | false | none | FBO Account Number |
| type | string | false | none | Account Type |
| subType | string | false | none | Account Type |
| systemOfRecord | string | false | none | Identifier of the system of record |
| balanceType | string | false | none | Account balance type in the bank core system |
| ledgerBalance | string | false | none | Account ledger balance amount in the bank core system |
| availableBalance | string | false | none | Account balance amount in the bank core system |
| availableBalanceStatus | string | false | none | Account balance status in the bank core system |
| amountPrecision | string | false | none | Amount amountPrecision |
| currency | string | false | none | Currency code is ISO format |
| country | string | false | none | Country name |
| bankId | string | false | none | Bank routing number |
| bankName | string | false | none | Name of the bank associated with the bankId |
| bankIdType | string | false | none | Bank identifier type |
| enableWires | boolean | false | none | Wire status |
| enableOffset | boolean | false | none | Whether the accountNumber is a Offset account |
| defaultOffset | boolean | false | none | Default offset account |
| feeAccount | boolean | false | none | Whether the accountNumber is a Fee account |
| returnAccount | boolean | false | none | Whether the accountNumber is a Return account |
| status | string | false | none | Account Status |
| externalAccount | [AccountExternal](https://apidocs.finzly.net/dashboard?java=#schemaaccountexternal) | false | none | none |

### **Create Customer Account**

**POST /v2/customers/{customerUID}/accounts**

**HTTP Method: POST**

**Description -** Sending a POST request to /v2/customers/{customerUID}/accounts endpoint allows users to create a customer account using parameters including customerUID. All parameters and objects are specified below:

**Request Parameters**

**The customer uid must be passed in the path of API request. In the body section must pass the details of the user account to be createds**

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| customerUID | path | integer | true | none |
| body | body | [CreateAccountRequest](https://apidocs.finzly.net/dashboard#schemacreateaccountrequest) | true | Account Info |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "ACC001 etc.",  "message": "Failed to create an account: ",  "data": {  "accountUID": "string",  "externalReferenceId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [CreateAccountResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemacreateaccountresponse_data) | false | none | none |

**Create Account Response Data**

| {  "accountUID": "string",  "externalReferenceId": "string" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| accountUUID | string | false | none | none |
| externalReferenceId | string | false | none | none |

### **Get Customers**

**GET /v2/customers/{customerUID}/accounts/{accountUID}**

**HTTP Method: GET**

**Description -** Sending a GET request to /v2/customers/{customerUID}/accounts/{accountUID} endpoint allows users to retrieve a customer account associated with parameters including customerUID and accountUID. All parameters and objects are specified below -

**Request Parameters**

**Two parameters need to be passed in the path of the API request, customerUID and account UID of the user registered with customer/corporate.**

| **Name** | **In** | **Data Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| customerUID | path | string | true | none |
| accountUID | path | string | true | none |
| includeAccountBalance | query | string | false | none |
| page | query | string | false | none |
| limit | query | string | false | none |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "ACC001 etc.",  "message": "Failed to get an account: ",  "data": {  "accountUID": "100100",  "name": "Checking",  "accountNumber": "1122345",  "fboAccountNumber": "2233445",  "type": "DEPOSIT or LOAN",  "subType": "Checking, Saving, Psuedo",  "systemOfRecord": "Other Core or External",  "balanceType": "DDA etc.",  "ledgerBalance": "24000.00",  "availableBalance": "25000.00",  "availableBalanceStatus": "NSF",  "amountPrecision": "string",  "currency": "USD",  "country": "UNITED STATE OF AMERICA etc.",  "bankId": "11223498",  "bankName": "Chase etc.",  "bankIdType": "By ABA or By Address",  "enableWires": false,  "enableOffset": false,  "defaultOffset": false,  "feeAccount": false,  "returnAccount": false,  "status": "Active etc.",  "externalAccount": {  "externalProvider": "Plaid",  "externalId": "1234567",  "externalAuthToken": "1234567"  }  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [CustomerBankAccount](https://apidocs.finzly.net/dashboard?java=#schemacustomerbankaccount) | false | none | none |

### 

### **Update Customer Account**

**PUT /v2/customers/{customerUID}/accounts/{accountUID}**

**HTTP Method: PUT**

**Description -** Sending a PUT request to v2/customers/{customerUID}/accounts/{accountUID} endpoint with parameters including customerUID and accountUID allows users to update customer accounts. All parameters and objects are specified below:

**Request Parameters**

**Two parameters need to be passed in the path of the API request, customerUID and account UID of the user registered with customer/corporate. Body section will include the details of the user account which we want to update.**

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| customerUID | path | string | true | none |
| accountUID | path | string | true | none |
| body | body | [UpdateAccountRequest](https://apidocs.finzly.net/dashboard#schemaupdateaccountrequest) | true | Account Info |

**JSON Response**

A successful request to this endpoint returns the following data -

Response Code - 200

| {  "status": "Success or Failure",  "code": "ACC001 etc.",  "message": "Failed to update an account: ",  "data": {  "accountUID": "string",  "externalReferenceId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [UpdateAccountResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemaupdateaccountresponse_data) | false | none | none |

**Update Account Response data**

| {  "accountUID": "string",  "externalReferenceId": "string" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| accountUUID | string | false | none | Account unique identifier assigned by the system |
| externalReferenceId | string | false | none | none |

### **Delete Customer Account**

**DELETE /v2/customers/{customerUID}/accounts/{accountUID}**

**HTTP Method: DELETE**

**Description - Sending a DELETE request to the** /v2/customers/{customerUID}/accounts/{accountUID} endpoint with parameters including CustomerUID and AccountUID allows users to delete a customer account. All parameters and objects are specified below:

**Request Parameters**

**Two parameters need to be passed in the path of the API request, customerUID and account UID of the user registered with customer/corporate to delete the account.**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| customerUID | path | string | true | none |
| accountUID | path | string | true | none |

**JSON Response**

**A successful DELETE request to this endpoint will return the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "ACC001 etc.",  "message": "Failed to update an account: ",  "data": {  "accountUID": "string",  "externalReferenceId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [UpdateAccountResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemaupdateaccountresponse_data) | false | none | none |

**Update Account Response data**

| {  "accountUID": "string",  "externalReferenceId": "string" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| accountUUID | string | false | none | Account unique identifier assigned by the system |
| externalReferenceId | string | false | none | none |

# Payments

Payments APIs enable third parties, banks, and downstream partners to initiate and manage customer payments.

The single payment API supports the payment origination for the various payment rails such as ACH, FedWire, SWIFT, and Instant Payments based on speed preference.

The following use cases help you to understand the current payment capabilities exposed via APIs.

1. Search Payments
2. Create Credit Payment
3. Create Debit Payment

### **Supported Customer Accounts API functions**

**Search Payments**

**POST /v3/payments/search**

**HTTP Method: GET**

**Description -** Sending a GET request to /v3/payments/search endpoint allows users to retrieve a list of payments. All the request parameters and objects are specified below:

**Request Parameters**

***No argument is required. Only payment details will be passed in the body of the API request.***

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [PaymentSearch](https://apidocs.finzly.net/dashboard?http=#schemapaymentsearch) | false | none |

**JSON Response**

| {  "status": "Success or Failure",  "code": "PAYMENT001 etc.",  "message": "Failed to search a payment: ",  "data": [  {  "paymentUID": 12341,  "counterPartyId": "string",  "senderUID": "string",  "senderAccountNumber": "string",  "senderAccountName": "string",  "senderName": "string",  "senderAccountType": "string",  "ultimateSenderName": "string",  "ultimateSenderAccountNumber": "string",  "ultimateSenderAddress1": "string",  "ultimateSenderAddress2": "string",  "ultimateSenderTaxId": "string",  "ultimateSenderCity": "string",  "ultimateSenderState": "string",  "ultimateSenderZip": "string",  "ultimateSenderCountry": "string",  "beneficiaryUID": "string",  "beneficiaryName": "string",  "senderAmount": "string",  "paymentDate": "string",  "receiverCurrency": "string",  "senderCurrency": "string",  "receiverAmount": 0,  "deliveryMethod": "ACH",  "receiverAccountNumber": "string",  "ultimateReceiverName": "string",  "ultimateReceiverAccountNumber": "string",  "ultimateReceiverAddress1": "string",  "ultimateReceiverAddress2": "string",  "ultimateReceiverTaxId": "string",  "ultimateReceiverCity": "string",  "ultimateReceiverState": "string",  "ultimateReceiverZip": "string",  "ultimateReceiverCountry": "string",  "createdBy": "string",  "bankFeePayer": "remitter",  "paymentNotes": "payment for invoice ABC123",  "forexContract": "1325",  "occurrences": {  "frequency": "Daily",  "startDate": "2020-01-01",  "payUntil": "Cancelled",  "endDate": "2020-01-29",  "numberOfPayments": 10,  "status": "Active"  },  "status": "FUTURE\_DATED",  "displayStatus": "Scheduled",  "notification": {  "emailAddress": "me@gmail.com",  "phoneNumber": "111223333 or 111-22-3333",  "message": "Payment to XXX"  },  "audit": {  "submitterId": "1234567",  "submissionDate": "3-3-2020",  "approvers": [  {  "approverId": "12345",  "approvedDate": "3-3-2020"  }  ]  },  "creationDateTime": "string",  "customerType": "Corporate or Consumer",  "deliveryAgentType": "string",  "quoteId": "string",  "wireType": "string",  "counterParty": "string",  "businessUnit": "string",  "channel": "string",  "costCenter": "string",  "book": "string",  "businessUnitId": "string"  }  ] } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [Payment] | false | none | none |

### **Create Credit Payment**

**POST /v3/payments/creditrequest**

**HTTP Method: POST**

**Description -** Sending a POST request to **/v3/payments/creditrequest** endpoint allows users to submit domestic or international one time or recurring payments. All the request parameters and objects are specified below:

Request Parameters

***All details of the users to which we want to make the payment will be passed in the body of the API request.***

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [CreditPaymentRequest](https://apidocs.finzly.net/dashboard?java=#schemacreditpaymentrequest) | true | Payment fields |

**JSON Response**

**A successful POST request to this endpoint will return the following data-**

**Success Code - 200**

| {  "status": "Success or Failure",  "code": "PAYMENT001 etc.",  "message": "Failed to create a payment: ",  "data": {  "paymentUID": "string",  "paymentStatus": "string",  "externalReferenceId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [BookTransferResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemabooktransferresponse_data) | false | none | none |

**Book Transfer Response Data**

| {  "paymentUID": "string",  "paymentStatus": "string",  "externalReferenceId": "string" } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| paymentUID | string | false | none | none |
| paymentStatus | string | false | none | none |
| externalReferenceId | string | false | none | none |

### **Create Debit Payment**

**POST /v3/payments/debitrequest**

**HTTP Method: POST**

**Description -** Sending a POST request to /v3/payments/debitrequest endpoint allows users to submit domestic or international one time or recurring payments. All the request parameters and objects are specified below:

**Request Parameters**

***All details of the users from which want to receive the payment will be passed in the body of the API request.***

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [DebitPaymentRequest](https://apidocs.finzly.net/dashboard?java=#schemadebitpaymentrequest) | true | Payment fields |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Success Code - 200**

| {  "status": "Success or Failure",  "code": "PAYMENT001 etc.",  "message": "Failed to create a payment: ",  "data": {  "paymentUID": "string",  "paymentStatus": "string",  "externalReferenceId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [BookTransferResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemabooktransferresponse_data) | false | none | none |

### **Book Transfer**

**POST /v3/payments/booktransfer**

**HTTP Method: POST**

**Description -** Sending a POST request to the  **/v3/payments/booktransfer**

endpoint allows users to Initiate Book Transfer. All the request parameters and objects are specified below:

**Request Parameters**

**All details will be passed in the body of the API request.**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [BookTransferRequest](https://apidocs.finzly.net/dashboard?javascript#schemabooktransferrequest) | true | Payment fields |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Success Code - 200**

| {  "status": "Success or Failure",  "code": "BOOKTRF001 etc.",  "message": "Failed to create a book transfer payment: ",  "data": {  "paymentUID": "string",  "paymentStatus": "string",  "externalReferenceId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [BookTransferResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemabooktransferresponse_data) | false | none | none |

### **Get Payment by UIDV3**

**GET /v3/payments/{paymentUID}**

**HTTP Method: GET**

**Description -** Sending a GET Request to /v3/payments/{paymentUID} endpoint allows users to retrieve payment details using payment uid **in the path of the API request**. All the request parameters and objects are specified below:

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| paymentUID | path | string | true | none |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Success Code - 200**

| {  "status": "Success or Failure",  "code": "PAYMENT001 etc.",  "message": "Failed to retrieve a payment: ",  "data": {  "paymentUID": 12341,  "counterPartyId": "string",  "senderUID": "string",  "senderAccountNumber": "string",  "senderAccountName": "string",  "senderName": "string",  "senderAccountType": "string",  "ultimateSenderName": "string",  "ultimateSenderAccountNumber": "string",  "ultimateSenderAddress1": "string",  "ultimateSenderAddress2": "string",  "ultimateSenderTaxId": "string",  "ultimateSenderCity": "string",  "ultimateSenderState": "string",  "ultimateSenderZip": "string",  "ultimateSenderCountry": "string",  "beneficiaryUID": "string",  "beneficiaryName": "string",  "senderAmount": "string",  "paymentDate": "string",  "receiverCurrency": "string",  "senderCurrency": "string",  "receiverAmount": 0,  "deliveryMethod": "ACH",  "receiverAccountNumber": "string",  "ultimateReceiverName": "string",  "ultimateReceiverAccountNumber": "string",  "ultimateReceiverAddress1": "string",  "ultimateReceiverAddress2": "string",  "ultimateReceiverTaxId": "string",  "ultimateReceiverCity": "string",  "ultimateReceiverState": "string",  "ultimateReceiverZip": "string",  "ultimateReceiverCountry": "string",  "createdBy": "string",  "bankFeePayer": "remitter",  "paymentNotes": "payment for invoice ABC123",  "forexContract": "1325",  "occurrences": {  "frequency": "Daily",  "startDate": "2020-01-01",  "payUntil": "Cancelled",  "endDate": "2020-01-29",  "numberOfPayments": 10,  "status": "Active"  },  "status": "FUTURE\_DATED",  "displayStatus": "Scheduled",  "notification": {  "emailAddress": "me@gmail.com",  "phoneNumber": "111223333 or 111-22-3333",  "message": "Payment to XXX"  },  "audit": {  "submitterId": "1234567",  "submissionDate": "3-3-2020",  "approvers": [  {  "approverId": "12345",  "approvedDate": "3-3-2020"  }  ]  },  "creationDateTime": "string",  "customerType": "Corporate or Consumer",  "deliveryAgentType": "string",  "quoteId": "string",  "wireType": "string",  "counterParty": "string",  "businessUnit": "string",  "channel": "string",  "costCenter": "string",  "book": "string",  "businessUnitId": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [Payment](https://apidocs.finzly.net/dashboard?java=#schemapayment) | false | none | none |

### **Cancel Payment by paymentUID (v3)**

**PUT /v3/payments/{paymentUID}/cancel**

**HTTP Method: PUT**

**Description-** Sending a PUT Request to /v3/payments/{paymentUID}/cancel endpoint allows users to cancel a payment.using paymentUID. All the request parameters and objects are specified below -

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| paymentUID | path | string | true | none |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

**Success Code - 200**

| {  "status": "Success or Failure",  "code": "PAYMENT001 etc.",  "message": "Failed to cancel a payment: ",  "data": {  "paymentUID": "string"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [CancelPaymentResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemacancelpaymentresponse_data) | false | none | none |

Cancel Payment Response data

| {  "paymentUID": "string" } |
| --- |

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| paymentUID | string | false | none | none |

### **Return a payment by paymentUID (v3)**

**PUT/v3/payments/{paymentUID}/return**

**HTTP Method: PUT**

**Description -** Sending a PUT request to /v3/payments/{paymentUID}/return endpoint allows users to return a payment. All the request parameters and objects are specified below

**Request Parameters**

**In case of an incorrect transaction or refund, the users need to pass paymentUID in the API request path to return a payment.**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| paymentUID | path | string | true | none |
| body | body | [ReturnPaymentRequest](https://apidocs.finzly.net/dashboard?java=#schemareturnpaymentrequest) | false | none |

JSON Response not available

### **Reverse Payment by paymentUID (v3)**

**PUT /v3/payments/{paymentUID}/reverse**

**HTTP Method: PUT**

**Description -** Sending a PUT request to /v3/payments/{paymentUID}/reverse endpoint allows users to reverse a payment. All the request parameters and objects are specified below

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| paymentUID | path | string | true | none |
| body | body | [ReversePaymentRequest](https://apidocs.finzly.net/dashboard?java=#schemareversepaymentrequest) | false | none |

**JSON Response not available**

## **Positive Pay**

Payments Positive Pay has two sets of APIs.

Positive Pay Rules APIs enable third parties, bank customers, and downstream partners to define positive rules to monitor ACH debits, set up Fedwire drawdown requests, and "request for pay - RFP" rules for instant payments.

**Positive Pay Decision APIs approve or reject the exceptions identified by the positive pay rules engine.**

### **API Functions**

### **Search Positive Pay Rules**

**POST /v2/positivepay/rules/search**

**HTTP Method: POST**

**Description -** Sending a POST request to /v2/positivepay/rules/search allows users to search positive pay rules for the given criteria. All the request parameters and objects are specified below

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| body | body | [ReversePaymentRequest](https://apidocs.finzly.net/dashboard?java=#schemareversepaymentrequest) | false | none |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PP001 etc.",  "message": "Failed to get positive rules: ",  "data": [  {  "ruleUID": 123456789,  "paymentRuleType": "ACH, FEDWIRE, RFP",  "customerName": "ABC Company",  "customerAccountNumber": "12387878",  "achCompanyID": 122334789,  "beneBankId": "12345678",  "beneName": "XYZ Name",  "beneBankName": "Bank Name",  "beneAccountNumber": "12345678",  "amount": 10,  "currency": "USD",  "amountType": "Exact or Maximum",  "frequency": "Onetime, Weekly etc.",  "secCode": "CCD, PPD etc.",  "status": "Active, Expired",  "effectiveDate": "0016-07-14",  "expiryDate": "0016-07-14"  }  ] } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | Status of the API request either it will be a success or a failure |
| code | string | false | none | Code associated with the error. |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | [[PositivePayRule](https://apidocs.finzly.net/dashboard?java=#schemapositivepayrule)] | false | none | none |

**Positive Pay Rule**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| ruleUID | number(int64) | false | none | Positive rule unique reference id |
| paymentRuleType | string | false | none | Payment type associated with the rule such as ACH for Positive Pay, FEDWIRE for Drawdown, RTP for Request for Pay etc. |
| customerName | string | false | none | Customer name associated with the payment positive rule |
| customerAccountNumber | string | false | none | Bank Account Number |
| achCompanyID | number | false | none | ACH company ID is a 10-digit identifier used by banks and Nacha, the operator of the ACH network, to identify the entity collecting payments or sending money via ACH (also referred to as an “originator”) |
| beneBankId | string | false | none | Bank unique id that is used to identify a specific bank |
| beneName | string | false | none | A beneficiary is the person or entity that will receive the payment |
| beneBankName | string | false | none | Beneficiary bank name |
| beneAccountNumber | string | false | none | A beneficiary bank account number |
| amount | number | false | none | Payment amount |
| currency | string | false | none | Currency Code |
| amountType | string | false | none | Type of amount associated with the positive pay rule. |
| frequency | string | false | none | Positive pay rule frequency |
| secCode | string | false | none | SEC code associated with the ACH positive rule |
| status | string | false | none | Current state of the rule whether Active or Expired etc. |
| effectiveDate | string(date) | false | none | Rule effective date in mm-dd-yyyy format |
| expiryDate | string(date) | false | none | Rule effective date in mm-dd-yyyy format |

### **Update Positive Pay Rules(v2)**

**PUT /v2/positivepay/rules**

**HTTP Method: PUT**

**Description -** Sending a PUT request to /v2/positivepay/rules endpoint allows users to update Positive Pay Rule. All the request parameters and objects are specified below

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [PositivePayRule](https://apidocs.finzly.net/dashboard?java=#schemapositivepayrule) | false | none |

**JSON Response  
A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PP001 etc.",  "message": "Failed to update a positive rule: .",  "ruleUID": 123456789 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| ruleUID | number(int64) | false | none | Positive rule unique id |

### **Add PositivePay Rule (v2)**

**POST /v2/positivepay/rules**

**HTTP Method: POST**

**Description -**  Sending a PUT request to the **/v2/positivepay/rules** endpoint allows users to add a positive pay rule. All the request parameters and objects are specified below-

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [AddPositivePayRule](https://apidocs.finzly.net/dashboard?java=#schemaaddpositivepayrule) | false | none |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PP001 etc.",  "message": "Failed to add a positive rule: .",  "ruleUID": 123456789 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| ruleUID | number(int64) | false | none | Positive rule unique id |

### **Get PositivePay Rule By RuleUID (v2)**

**GET /v2/positivepay/rules/{ruleUID}**

**HTTP Method - GET**

**Description -** Sending a GET request to the **/v2/positivepay/rules/{ruleUID}** endpoint allows users to get PositivePay Rule by providing ruleUID in the path of the API request. All the request parameters and objects are specified below-

Request Parameters

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| ruleUID | path | string | true | Positive Pay Rule unique id |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PP001 etc.",  "message": "Failed to get positive rule: ",  "data": {  "ruleUID": 123456789,  "paymentRuleType": "ACH, FEDWIRE, RFP",  "customerName": "ABC Company",  "customerAccountNumber": "12387878",  "achCompanyID": 122334789,  "beneBankId": "12345678",  "beneName": "XYZ Name",  "beneBankName": "Bank Name",  "beneAccountNumber": "12345678",  "amount": 10,  "currency": "USD",  "amountType": "Exact or Maximum",  "frequency": "Onetime, Weekly etc.",  "secCode": "CCD, PPD etc.",  "status": "Active, Expired",  "effectiveDate": "0016-07-14",  "expiryDate": "0016-07-14"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | PositivePayRule | false | none | none |

### **Delete Rules**

**DELETE /v2/positivepay/rules/{ruleUID}**

**HTTP Method: Delete**

**Description -** Sending a GET request to the /v2/positivepay/rules/{ruleUID} endpoint allows users to Delete PositivePay Rule by providing ruleUID in the path of the API request. All the request parameters and objects are specified below-

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| ruleUID | path | number(int64) | true | Positive Pay Rule unique id |

**JSON Response**

**A successful DELETE request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PP001 etc.",  "message": "Failed to delete a positive rule: .",  "ruleUID": 123456789 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| ruleUID | number(int64) | false | none | Positive rule unique id |

### **Activate Rules**

**PUT /v2/positivepay/rules/{ruleUID}/activate**

**HTTP Method: PUT**

**Description -** Sending a PUT request to the **/v2/positivepay/rules/{ruleUID}/activate** endpoint allows users to activate Positive Pay Rule by providing ruleUID in the path of the API request. All the request parameters and objects are specified below-

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| ruleUID | path | string | true | Positive Pay Rule unique id |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PP001 etc.",  "message": "Failed to activate or suspend a positive rule: .",  "ruleUID": 123456789 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| ruleUID | number(int64) | false | none | Positive rule unique id |

### **Suspend Rules**

**PUT /v2/positivepay/rules/{ruleUID}/suspend**

**HTTP Method: PUT**

**Description -** Sending a PUT request to PUT /v2/positivepay/rules/{ruleUID}/suspend endpoint allows users to suspend Positive Pay Rules by providing ruleUID in the path of the API request. All the request parameters and objects are specified below-

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| ruleUID | path | string | true | Positive Pay Rule unique id |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PP001 etc.",  "message": "Failed to activate or suspend a positive rule: .",  "ruleUID": 123456789 } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| ruleUID | number(int64) | false | none | Positive rule unique id |

### **Search Positive Pay Expectations**

**POST /v2/positivepay/exception/search**

**HTTP Method: POST**

**Description -** Sending a POST request to /v2/positivepay/exception/search endpoint allows users to return positive pay expectations for a given criteria. All the request parameters and objects are specified below-

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [SearchPositivePayDecisionRequest](https://apidocs.finzly.net/dashboard?java=#schemasearchpositivepaydecisionrequest) | false | none |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PPD001 etc.",  "message": "Failed to get the positive pay exception information: .",  "data": [  {  "exceptionUID": "string",  "paymentUID": "100100",  "paymentRuleType": "ACH, FEDWIRE, RFP",  "amount": 123456789,  "achCompanyID": 122334789,  "customerAccountNumber": "12387878",  "beneName": "XYZ Name",  "exceptionReason": "Amount Mismatch",  "exceptionDateTime": "2019-08-24",  "expiryDateTime": "2019-08-24",  "positivePayDecisionStatus": "string",  "secCode": "CCD, PPD etc.",  "approvedBy": "user001",  "approvedDate": "2019-08-24"  }  ] } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| ruleUID | [[PositivePayExceptionDecision](https://apidocs.finzly.net/dashboard?java=#schemapositivepayexceptiondecision)] | false | none | Positive rule unique id |

### **Approve PositivePay Exception**

**PUT /v2/positivepay/exception/{exceptionUID}/approve**

**HTTP Method: PUT**

**Description -** Sending a PUT request to the **/v2/positivepay/exception/{exceptionUID}/approve** endpoint allows users to approve Positive Pay Exception by passing the ExceptionUID in the API request path. All the request parameters and objects are specified below-

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| exceptionUID | path | string | true | A unique identifier associated with the positive pay rule exception |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PPD001 etc.",  "message": "Failed to activate or suspend a positive pay exception: .",  "exceptionUID": 123456789 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| exceptionUID | number(int64) | false | none | Unique identifier associated with positive pay exception |

### **Reject Exceptions**

**PUT /v2/positivepay/exception/{exceptionUID}/reject**

**HTTP Method: PUT**

**Description -** Sending a GET request to the /v2/positivepay/exception/{exceptionUID}/reject allows users to reject exceptions by passing the exceptionUID in the path of the API request.

All the request parameters and objects are specified below-

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| exceptionUID | path | string | true | A unique identifier associated with the positive pay rule exception |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PPD001 etc.",  "message": "Failed to activate or suspend a positive pay exception: .",  "exceptionUID": 123456789 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| exceptionUID | number(int64) | false | none | Unique identifier associated with positive pay exception |

### **Approve All Exceptions**

**PUT /v2/positivepay/exception/approveall**

**HTTP Method: PUT**

Description - Sending a PUT request to **/v2/positivepay/exception/approveall** endpoint allows users toapprove all positive pay exceptions via payment unique identifier in the API request path. All the request parameters and objects are specified below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [ApproveAllPositivePayExceptionRequest](https://apidocs.finzly.net/dashboard?java=#schemaapproveallpositivepayexceptionrequest) | false | none |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "PPD001 etc.",  "message": "Failed to approve all positive pay rule exception: ." } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |

### **Foreign Exchange**

Foreign Exchange (forex or FX) is trading one currency for another. For example, one can swap the U.S. dollar for the euro. Foreign Exchange Finzly FX APIs enable third parties, banks, and banks' downstream partners to initiate and manage FX trades for their customers.

Following functions helps you to understand the current FX capabilities exposed via APIs

1. FX Quote
2. FX Quote Accept/Reject
3. Get Trade By ForexContractNo
4. Delete Trade By ForexContractNo

### **API Functions**

### **Get FX Quote**

**POST /v2/fx/quote**

**HTTP Method: GET**

**Description -** Sending a GET request to the **/v2/fx/quote** endpoint allows users to request a quote for FX trade. All the parameters and objects are specified below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [FXQuoteRequest](https://apidocs.finzly.net/dashboard?java=#schemafxquoterequest) | true | Quote request attributes to get the quote for a given ccy pair |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "FXQUOTE001 etc.",  "message": "Failed to get a FX Quote due to the mandatory attribute is not provide.",  "data": {  "externalReferenceId": "REQ123 or 1274878",  "quoteUUID": "123e4567-e89b-12d3-a456-426614174000",  "expirySeconds": 30,  "exchangeRate": 1.2,  "invertedRate": 0.83,  "sellCurrency": "EUR",  "buyCurrency": "INR",  "fundingAmount": 10000,  "transferAmount": 1000,  "productType": "SPOT or FORWARD",  "tenor": "SPOT, ON, TN, nW, nM, nY where n is a number",  "valueDate": "2020-01-01",  "externalPricingSystemRefId": "R1274878 etc."  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [FXQuoteResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemafxquoteresponse_data) | false | none | none |

### **Accept FX Quote**

**PUT /v2/fx/accept**

**HTTP Method: PUT**

**Description -** Sending PUT request to **/v2/fx/accept** endpoint allows users to accept FX Quote using quoteUUID in the API request path. All the request parameters and objects are specified below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [FXAcceptQuoteRequest](https://apidocs.finzly.net/dashboard?java=#schemafxacceptquoterequest) | false | none |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "FXQUOTE002 etc.",  "message": "Failed to accept a quote: ",  "data": {  "quoteUUID": "123e4567-e89b-12d3-a456-426614174000",  "forexContractNo": "123898",  "tradeStatus": "Booked etc.",  "tradeDate": "2020-01-01",  "ccyPair": "USDEUR",  "direction": "Buy or Sell",  "baseCcy": "USD",  "baseAmount": 1000,  "quoteCcy": "USD",  "quoteAmount": 900,  "tenor": "SPOT, ON, TN, nW, nM, nY where n is a number",  "exchangeRate": 1.2,  "valueDate": "2020-01-01",  "referenceSpotRate": 100,  "referenceFwdPoints": 100,  "executionTime": "2019-08-24",  "externalPricingSystemRefId": "R1274878 etc."  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [FXAcceptQuoteResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemafxacceptquoteresponse_data) | false | none | none |

FX Accept Quote Response Data

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| quoteUUID | string | false | none | FX Quote universally unique identifier (UUID) |
| forexContractNo | string | false | none | FX contract number assigned by the system after acceptance. |
| tradeStatus | string | false | none | Trade status after acceptance of fx quote |
| tradeDate | string(date) | false | none | The trade date is the date on which a transaction was executed. The date format is in yyyy-mm-dd. |
| ccyPair | string | false | none | A currency pair is the quotation of two different currencies, with the value of one currency being quoted against the other |
| direction | string | false | none | Buy or Sell |
| baseCcy | string | false | none | The base currency is the first currency stated in a currency pair quote |
| baseAmount | number | false | none | Base currency amount |
| quoteCcy | string | false | none | The second currency is the quote currency, which states how much of the quote currency is required to buy one unit of the base currency. |
| quoteAmount | number | false | none | Quote currency amount |
| tenor | string | false | none | The length of time remaining before a financial contract expires. Only one is needed between tenor or valueDate. |
| exchangeRate | number | false | none | The price of one currency in terms of the other |
| valueDate | string(date) | false | none | The delivery date on which counterparties to a transaction agree to settle their respective obligations by making payments and transferring ownership.Only one is needed between tenor or valueDate. The date format is in yyyy-mm-dd. |
| referenceSpotRate | number | false | none | the offered rate |
| referenceFwdPoints | number | false | none | The number of basis points added to or subtracted from the current spot rate of a currency pair to determine the forward rate for delivery on a specific value date |
| executionTime | string(date) | false | none | The execution time |
| externalPricingSystemRefId | string | false | none | Unique reference id returned by the external system provider. |

### **Reject FX Quote**

**PUT /v2/fx/{quoteUUID}/reject**

**HTTP Method: PUT**

**Description -** Sending a PUT request to PUT /v2/fx/{quoteUUID}/reject endpoint allows user to reject FX Quote using quoteUUID in the path of the API request. All the request parameters and objects are mentioned below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| quoteUUID | path | string | true | none |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "FXQUOTE003 etc.",  "message": "Failed to reject a quote: ",  "data": {  "quoteUUID": "123e4567-e89b-12d3-a456-426614174000",  "fxQuoteStatus": "Rejected"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [FXRejectQuoteResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemafxrejectquoteresponse_data) | false | none | none |

**FX Reject Quote Response Data**

| {  "quoteUUID": "123e4567-e89b-12d3-a456-426614174000",  "fxQuoteStatus": "Rejected" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| quoteUUID | string | false | none | FX Quote universally unique identifier (UUID) |
| fxQuoteStatus | string | false | none | FX Quote status after rejection |

### **Get FX trade information (v2)**

**GET /v2/fx/{forexContractNo}**

**HTTP Method: GET**

**Description -** Sending a GET request to **/v2/fx/{forexContractNo}** allows users to get FX trade information using forexContractNo in the path of the API request. All the request parameters and objects are mentioned below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| forexContractNo | path | string | true | none |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "FX001 etc.",  "message": "Failed to get trade information: ",  "data": {  "forexContractNo": "123898",  "tradeDate": "2020-01-01",  "ccyPair": "USDEUR",  "direction": "Buy or Sell",  "baseCcy": "USD",  "baseAmount": 1000,  "quoteCcy": "USD",  "quoteAmount": 900,  "tenor": "SPOT, ON, TN, nW, nM, nY where n is a number",  "exchangeRate": 1.2,  "valueDate": "2020-01-01",  "referenceSpotRate": 100,  "referenceFwdPoints": 100,  "executionTime": "2019-08-24"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [FXTradeInfoResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemafxtradeinforesponse_data) | false | none | none |

**FX Trade Response Data**

| {  "forexContractNo": "123898",  "tradeDate": "2020-01-01",  "ccyPair": "USDEUR",  "direction": "Buy or Sell",  "baseCcy": "USD",  "baseAmount": 1000,  "quoteCcy": "USD",  "quoteAmount": 900,  "tenor": "SPOT, ON, TN, nW, nM, nY where n is a number",  "exchangeRate": 1.2,  "valueDate": "2020-01-01",  "referenceSpotRate": 100,  "referenceFwdPoints": 100,  "executionTime": "2019-08-24" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| forexContractNo | string | false | none | FX contract number assigned by the system for a given trade. |
| tradeDate | string(date) | false | none | The trade date is the date on which a transaction was executed. The date format is in yyyy-mm-dd. |
| ccyPair | string | false | none | A currency pair is the quotation of two different currencies, with the value of one currency being quoted against the other |
| direction | string | false | none | Buy or Sell |
| baseCcy | string | false | none | The base currency is the first currency stated in a currency pair quote |
| baseAmount | number | false | none | Base currency amount |
| quoteCcy | string | false | none | The second currency is the quote currency, which states how much of the quote currency is required to buy one unit of the base currency. |
| quoteAmount | number | false | none | Quote currency amount |
| tenor | string | false | none | The length of time remaining before a financial contract expires. Only one is needed between tenor or valueDate. |
| exchangeRate | number | false | none | The price of one currency in terms of the other |
| valueDate | string(date) | false | none | The delivery date on which counterparties to a transaction agree to settle their respective obligations by making payments and transferring ownership.Only one is needed between tenor or valueDate. The date format is in yyyy-mm-dd. |
| referenceSpotRate | number | false | none | The price of one currency in terms of the other |
| valueDate | string(date) | false | none | The delivery date on which counterparties to a transaction agree to settle their respective obligations by making payments and transferring ownership.Only one is needed between tenor or valueDate. The date format is in yyyy-mm-dd. |
| referenceSpotRate | number | false | none | the offered rate |
| referenceFwdPoints | number | false | none | The number of basis points added to or subtracted from the current spot rate of a currency pair to determine the forward rate for delivery on a specific value date |
| executionTime | string(date) | false | none | The execution time |

### **Cover FX Trade**

**GET /v2/fx/{forexContractNo}/cover**

**HTTP Method: GET**

**Description -** Sending a GET request to the GET /v2/fx/{forexContractNo}/cover endpoint allows users to cover FX trade by passing the forexContractNo in the path of the API request. All the parameters and objects are specified below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| forexContractNo | path | string | true | none |

**JASON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "FX001 etc.",  "message": "Failed to perform the cover trade: ",  "data": {  "forexContractNo": "123898",  "coverTradeNo": "990919",  "externalPricingSystemRefId": "R1274878 etc.",  "channel": "API",  "customerIdType": "CustomerUID, CustomerShortName,CustomerId, DDA",  "customerId": "112344 for DDA",  "tradeDate": "2020-01-01",  "valueDate": "2020-01-01",  "ccyPair": "USDEUR",  "direction": "Buy or Sell",  "baseCcy": "USD",  "baseAmount": 1000,  "quoteCcy": "EUR",  "quoteAmount": 955.08,  "tenor": "SPOT, ON, TN, nW, nM, nY where n is a number",  "allInRate": 0.98,  "referenceSpotRate": 100  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [FXCoverTradeResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemafxcovertraderesponse_data) | false | none | none |

**FX Cover Trader Response Data**

| {  "forexContractNo": "123898",  "coverTradeNo": "990919",  "externalPricingSystemRefId": "R1274878 etc.",  "channel": "API",  "customerIdType": "CustomerUID, CustomerShortName,CustomerId, DDA",  "customerId": "112344 for DDA",  "tradeDate": "2020-01-01",  "valueDate": "2020-01-01",  "ccyPair": "USDEUR",  "direction": "Buy or Sell",  "baseCcy": "USD",  "baseAmount": 1000,  "quoteCcy": "EUR",  "quoteAmount": 955.08,  "tenor": "SPOT, ON, TN, nW, nM, nY where n is a number",  "allInRate": 0.98,  "referenceSpotRate": 100 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| forexContractNo | string | false | none | FX contract number assigned by the system for a given trade. |
| coverTradeNo | string | false | none | Unique cover trade number assigned by the system.Unique cover trade number assigned by the system. |
| externalPricingSystemRefId | string | false | none | Unique reference id provided by the external system |
| channel | string | false | none | Channel associated with the cover trade. |
| customerIdType | string | false | none | CustomerId type associated with the cover trade |
| customerId | string | false | none | The value based on the customerIdType associated with the cover trade |
| tradeDate | string | false | none | The trade date is the date on which a transaction was executed. The date format is in yyyy-mm-dd. |
| valueDate | number | false | none | The delivery date on which counterparties to a transaction agree to settle their respective obligations by making payments and transferring ownership.Only one is needed between tenor or valueDate. The date format is in yyyy-mm-dd. |
| ccyPair | string | false | none | A currency pair is the quotation of two different currencies, with the value of one currency being quoted against the other |
| direction | string | false | none | Buy or Sell |
| baseCcy | string | false | none | The base currency is the first currency stated in a currency pair quote |
| baseAmount | number | false | none | Base currency amount |
| quoteCcy | string | false | none | The second currency is the quote currency, which states how much of the quote currency is required to buy one unit of the base currency. |
| quoteAmount | number | false | none | Quote currency amount |
| tenor | string | false | none | The length of time remaining before a financial contract expires. Only one is needed between tenor or valueDate. |
| allInRate | number | false | none | The all in rate associated with the cover trade |
| referenceSpotRate | number | false | none | the offered rate |

### **Cancel FX Trade**

**DELETE /v2/fx/{forexContractNo}/cancel**

**HTTP Method: Delete**

**Description -** Sending a DELETE request to the /v2/fx/{forexContractNo}/cancel endpoint allows users to cancel FX trade by passing the forexContractNo in the path of the API request. All the parameters and objects are specified below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| forexContractNo | path | string | true | none |

**JASON Response**

**A successful Delete request to this endpoint returns the following data -**

**Response Code - 200**

| {  "status": "Success or Failure",  "code": "FX001 etc.",  "message": "Failed to cancel a trade: ",  "data": {  "forexContractNo": "123898",  "tradeStatus": "Cancelled etc."  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [FXTradeCancelResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemafxtradecancelresponse_data) | false | none | none |

**FX Trade Cancel Response Data**

| {  "forexContractNo": "123898",  "tradeStatus": "Cancelled etc." } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| forexContractNo | string | false | none | FX contract number assigned by the system for a given trade. |
| tradeStatus | string | false | none | Trade status after trade cancelation |

### **Bulk Payments**

Finzly system supports the ACH bulk payment processing in a NACHA format via FTP channel. The bank can create an FTP account to process the ACH bulk file in a Nacha format. The solution provided two types of FTP account.

**Following functions helps you to understand the current FX capabilities exposed via APIs**

**Get Supported File Types**

**GET /bulkpayment/files/supportedFileType**

**HTTP Method: GET**

**Description** - Sending a GET request to the endpoint allows users to get supported files in a list format.

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "trasactionTypesList": [  {  "trasactionType": "NACHA, FEDWIRE, FINZLY-CSV",  "fileType": ".csv or .txt etc"  }  ],  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  } } |
| --- |

### **Get Bulk File Payment Details**

**GET /bulkpayment/files/{fileNumber}**

**HTTP Method: GET**

**Description -** Sending a GET request to the **/bulkpayment/files/{fileNumber}** endpoint allows users to get bulk file payment details. The request parameters and objects are specified below-

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| forexContractNo | path | string | true | none |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

**Response Code - 200**

| {  "fileNumber": 0,  "fileName": "string",  "fileDateTime": "string",  "fileStatus": "string",  "fileType": "string",  "totalDebit": 0,  "totalCredit": 0,  "totalPayments": 0,  "validPayments": 0,  "errorPayments": 0,  "creditMemoPostStatus": "string",  "debitMemoPostStatus": "string",  "counterparty": "string",  "counterpartyId": 0,  "paymentDate": "2019-08-24",  "channel": "string",  "possibleUserAction": [  {  "id": "Approved or Rejected etc",  "displayName": "APPROVED / REJECTED etc",  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  }  }  ],  "paymentBatches": [  {  "batchId": "string",  "totalBatchDebit": 0,  "totalBatchCredit": 0,  "batchCurrency": "string",  "secCode": "PPD, CCD etc",  "status": "VALIDATED or ERROR",  "transactions": [  {  "paymentId": 0,  "transactionType": "string",  "amount": 0,  "currency": "string",  "deliveryMethod": "ACH",  "createdBy": "string",  "paymentType": "string",  "paymentDate": "2019-08-24",  "paymentStatus": "string",  "settlementDate": "2019-08-24",  "lastUpdatedBy": "string",  "creationDateTime": "string",  "lastUpdatedTime": "string",  "receiverName": "string",  "receiverAccountNumber": "string",  "senderAccountNumber": "string"  }  ]  }  ],  "messages": {  "uploadErrors": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ],  "uploadWarnings": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ]  },  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| fileNumber | integer | false | none | none |
| fileName | string | false | none | none |
| fileDateTime | string(dateTime) | false | none | none |
| fileStatus | string | false | none | none |
| fileType | string | false | none | none |
| totalDebit | number(double) | false | none | none |
| totalCredit | number(double) | false | none | none |
| totalPayments | number(integer) | false | none | none |
| validPayments | number(integer) | false | none | none |
| errorPayments | number(integer) | false | none | none |
| creditMemoPostStatus | string | false | none | none |
| debitMemoPostStatus | string | false | none | none |
| counterparty | string | false | none | none |
| counterpartyId | integer | false | none | none |
| paymentDate | string(date) | false | none | Payment date in mm/dd/yyyy format |
| channel | string | false | none | none |
| possibleUserAction | [[BulkfileActions](https://apidocs.finzly.net/dashboard?java=#schemabulkfileactions)] | false | none | none |
| paymentBatches | [[BulkPaymentBatches](https://apidocs.finzly.net/dashboard?java=#schemabulkpaymentbatches)] | false | none | none |
| messages | [BulkFile\_messages](https://apidocs.finzly.net/dashboard?java=#schemabulkfile_messages) | false | none | none |
| errors | [Error](https://apidocs.finzly.net/dashboard?java=#schemaerror) | false | none | none |

**Bulk File Actions**

| {  "id": "Approved or Rejected etc",  "displayName": "APPROVED / REJECTED etc",  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| id | string | false | none | none |
| displayName | string | false | none | none |
| errors | [Error](https://apidocs.finzly.net/dashboard?java=#schemaerror) | false | none | none |

**Error**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| code | string | false | none | Error code assigned by the system |
| description | string | false | none | Error description to provide additional details about the error code |

**Bulk Payment Batches**

| {  "batchId": "string",  "totalBatchDebit": 0,  "totalBatchCredit": 0,  "batchCurrency": "string",  "secCode": "PPD, CCD etc",  "status": "VALIDATED or ERROR",  "transactions": [  {  "paymentId": 0,  "transactionType": "string",  "amount": 0,  "currency": "string",  "deliveryMethod": "ACH",  "createdBy": "string",  "paymentType": "string",  "paymentDate": "2019-08-24",  "paymentStatus": "string",  "settlementDate": "2019-08-24",  "lastUpdatedBy": "string",  "creationDateTime": "string",  "lastUpdatedTime": "string",  "receiverName": "string",  "receiverAccountNumber": "string",  "senderAccountNumber": "string"  }  ] } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| batchId | string | false | none | none |
| totalBatchDebit | number(double) | false | none | none |
| totalBatchCredit | number(double) | false | none | none |
| batchCurrency | string | false | none | none |
| secCode | string | false | none | none |
| status | string | false | none | none |
| transactions | [[BulkTransaction](https://apidocs.finzly.net/dashboard?java=#schemabulktransaction)] | false | none | none |

**Bulk Transaction**

| {  "paymentId": 0,  "transactionType": "string",  "amount": 0,  "currency": "string",  "deliveryMethod": "ACH",  "createdBy": "string",  "paymentType": "string",  "paymentDate": "2019-08-24",  "paymentStatus": "string",  "settlementDate": "2019-08-24",  "lastUpdatedBy": "string",  "creationDateTime": "string",  "lastUpdatedTime": "string",  "receiverName": "string",  "receiverAccountNumber": "string",  "senderAccountNumber": "string" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| paymentId | number | false | none | none |
| transactionType | string | false | none | none |
| amount | number(double) | false | none | none |
| currency | string | false | none | none |
| deliveryMethod | string | false | none | none |
| createdBy | string | false | none | none |
| paymentType | string | false | none | none |
| paymentDate | string(date) | false | none | Payment date in mm/dd/yyyy format |
| paymentStatus | string | false | none | none |
| settlementDate | string(date) | false | none | Settlement date in mm/dd/yyyy format |
| lastUpdatedBy | string | false | none | none |
| lastUpdatedTime | string(datetime) | false | none | none |
| receiverName | string | false | none | none |
| receiverAccountNumber | string | false | none | none |
| senderAccountNumber | string | false | none | none |

**Bulk File Messages**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| uploadErrors | [[UploadMessages](https://apidocs.finzly.net/dashboard?java=#schemauploadmessages)] | false | none | none |
| uploadWarnings | [[UploadMessages](https://apidocs.finzly.net/dashboard?java=#schemauploadmessages)] | false | none | none |

**Upload Messages**

| {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| bulkFileId | integer | false | none | none |
| fileNumber | integer | false | none | none |
| validationCode | string | false | none | none |
| displayMessage | string | false | none | none |
| validationType | string | false | none | none |
| creationDateTime | string(datetime) | false | none | none |
| approvedBy | string | false | none | none |
| approvedDateTime | string(datetime) | false | none | none |

**Error**

| {  "code": "invalidMethod",  "description": "Invalid HTTP method used" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| code | string | false | none | Error code assigned by the system |
| description | string | false | none | Error description to provide additional details about the error code |

### **Upload Bulk Files**

**POST /bulkpayment/files**

**HTTP Method: POST**

**Description -** Sending a POST request to /bulkpayment/files allows users to Upload files for bulk payment. The request parameters and objects are specified below-

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [BulkFilesRequest](https://apidocs.finzly.net/dashboard?java=#schemabulkfilesrequest) | false | none |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Response Code - 200**

| {  "bulkUploadedFiles": [  {  "fileNumber": 0,  "fileName": "string",  "fileDateTime": "string",  "fileStatus": "string",  "fileType": "string",  "totalDebit": 0,  "totalCredit": 0,  "totalPayments": 0,  "validPayments": 0,  "errorPayments": 0,  "creditMemoPostStatus": "string",  "debitMemoPostStatus": "string",  "counterparty": "string",  "counterpartyId": 0,  "paymentDate": "2019-08-24",  "channel": "string",  "possibleUserAction": [  {  "id": "Approved or Rejected etc",  "displayName": "APPROVED / REJECTED etc",  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  }  }  ],  "paymentBatches": [  {  "batchId": "string",  "totalBatchDebit": 0,  "totalBatchCredit": 0,  "batchCurrency": "string",  "secCode": "PPD, CCD etc",  "status": "VALIDATED or ERROR",  "transactions": [  {  "paymentId": 0,  "transactionType": "string",  "amount": 0,  "currency": "string",  "deliveryMethod": "ACH",  "createdBy": "string",  "paymentType": "string",  "paymentDate": "2019-08-24",  "paymentStatus": "string",  "settlementDate": "2019-08-24",  "lastUpdatedBy": "string",  "creationDateTime": "string",  "lastUpdatedTime": "string",  "receiverName": "string",  "receiverAccountNumber": "string",  "senderAccountNumber": "string"  }  ]  }  ],  "messages": {  "uploadErrors": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ],  "uploadWarnings": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ]  },  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  }  }  ],  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  },  "pagination": {  "totalRecords": 100,  "returnedRecords": 10,  "pageReturned": 2,  "pageSize": 10  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| bulkUploadedFiles | [[BulkFile](https://apidocs.finzly.net/dashboard?java=#schemabulkfile)] | false | none | none |
| errors | [Error](https://apidocs.finzly.net/dashboard?java=#schemaerror) | false | none | none |
| pagination | [Pagination](https://apidocs.finzly.net/dashboard?java=#schemapagination) | false | none | none |

**Bulk File**

| {  "fileNumber": 0,  "fileName": "string",  "fileDateTime": "string",  "fileStatus": "string",  "fileType": "string",  "totalDebit": 0,  "totalCredit": 0,  "totalPayments": 0,  "validPayments": 0,  "errorPayments": 0,  "creditMemoPostStatus": "string",  "debitMemoPostStatus": "string",  "counterparty": "string",  "counterpartyId": 0,  "paymentDate": "2019-08-24",  "channel": "string",  "possibleUserAction": [  {  "id": "Approved or Rejected etc",  "displayName": "APPROVED / REJECTED etc",  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  }  }  ],  "paymentBatches": [  {  "batchId": "string",  "totalBatchDebit": 0,  "totalBatchCredit": 0,  "batchCurrency": "string",  "secCode": "PPD, CCD etc",  "status": "VALIDATED or ERROR",  "transactions": [  {  "paymentId": 0,  "transactionType": "string",  "amount": 0,  "currency": "string",  "deliveryMethod": "ACH",  "createdBy": "string",  "paymentType": "string",  "paymentDate": "2019-08-24",  "paymentStatus": "string",  "settlementDate": "2019-08-24",  "lastUpdatedBy": "string",  "creationDateTime": "string",  "lastUpdatedTime": "string",  "receiverName": "string",  "receiverAccountNumber": "string",  "senderAccountNumber": "string"  }  ]  }  ],  "messages": {  "uploadErrors": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ],  "uploadWarnings": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ]  },  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  } } |
| --- |

**Data Returned Objects**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| fileNumber | integer | false | none | none |
| fileName | string | false | none | none |
| fileDateTime | string(datetime) | false | none | none |
| fileStatus | string | false | none | none |
| fileType | string | false | none | none |
| totalDebit | number(double) | false | none | none |
| totalCredit | number(double) | false | none | none |
| totalPayments | number(double) | false | none | none |
| validPayments | number(integer) | false | none | none |
| errorPayments | number(integer) | false | none | none |
| creditMemoPostStatus | string | false | none | none |
| debitMemoPostStatus | string | false | none | none |
| counterparty | string | false | none | none |
| counterpartyId | integer | false | none | none |
| paymentDate | string(date) | false | none | Payment date in mm/dd/yyyy format |
| channel | string | false | none | none |
| possibleUserAction | [[BulkfileActions](https://apidocs.finzly.net/dashboard?java=#schemabulkfileactions)] | false | none | none |
| paymentBatches | [[BulkPaymentBatches](https://apidocs.finzly.net/dashboard?java=#schemabulkpaymentbatches)] | false | none | none |
| messages | [BulkFile\_messages](https://apidocs.finzly.net/dashboard?java=#schemabulkfile_messages) | false | none | none |
| errors | [Error](https://apidocs.finzly.net/dashboard?java=#schemaerror) | false | none | none |

**Error**

| {  "code": "invalidMethod",  "description": "Invalid HTTP method used" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| code | string | false | none | Error code assigned by the system |
| description | string | false | none | Error description to provide addtional details about the error code |

**Pagination**

| {  "totalRecords": 100,  "returnedRecords": 10,  "pageReturned": 2,  "pageSize": 10 } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| totalRecords | number(integer) | false | none | Total number of records exist in the system for a given filter |
| returnedRecords | number(integer) | false | none | Total number of records returned |
| pageReturned | number(integer) | false | none | Current number of page returned |
| pageSize | number(integer) | false | none | Total number of records in a given pages |

### **Get Bulk Files**

**POST /bulkpayment/files/search**

**HTTP Method: POST**

Description - Sending a POST request to **/bulkpayment/files/search** allows users to search all files based on CounterParty (and Payment Date criteria). The request parameters and objects are specified below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [BulkFilesRequest](https://apidocs.finzly.net/dashboard?java=#schemabulkfilesrequest) | false | none |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

**Response Code - 200**

| {  "bulkUploadedFiles": [  {  "fileNumber": 0,  "fileName": "string",  "fileDateTime": "string",  "fileStatus": "string",  "fileType": "string",  "totalDebit": 0,  "totalCredit": 0,  "totalPayments": 0,  "validPayments": 0,  "errorPayments": 0,  "creditMemoPostStatus": "string",  "debitMemoPostStatus": "string",  "counterparty": "string",  "counterpartyId": 0,  "paymentDate": "2019-08-24",  "channel": "string",  "possibleUserAction": [  {  "id": "Approved or Rejected etc",  "displayName": "APPROVED / REJECTED etc",  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  }  }  ],  "paymentBatches": [  {  "batchId": "string",  "totalBatchDebit": 0,  "totalBatchCredit": 0,  "batchCurrency": "string",  "secCode": "PPD, CCD etc",  "status": "VALIDATED or ERROR",  "transactions": [  {  "paymentId": 0,  "transactionType": "string",  "amount": 0,  "currency": "string",  "deliveryMethod": "ACH",  "createdBy": "string",  "paymentType": "string",  "paymentDate": "2019-08-24",  "paymentStatus": "string",  "settlementDate": "2019-08-24",  "lastUpdatedBy": "string",  "creationDateTime": "string",  "lastUpdatedTime": "string",  "receiverName": "string",  "receiverAccountNumber": "string",  "senderAccountNumber": "string"  }  ]  }  ],  "messages": {  "uploadErrors": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ],  "uploadWarnings": [  {  "bulkFileId": 0,  "fileNumber": 0,  "validationCode": "string",  "displayMessage": "string",  "validationType": "string",  "creationDateTime": "string",  "approvedBy": "string",  "approvedDateTime": "string"  }  ]  },  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  }  }  ],  "errors": {  "code": "invalidMethod",  "description": "Invalid HTTP method used"  },  "pagination": {  "totalRecords": 100,  "returnedRecords": 10,  "pageReturned": 2,  "pageSize": 10  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| bulkUploadedFiles | [[BulkFile](https://apidocs.finzly.net/dashboard?java=#schemabulkfile)] | false | none | none |
| errors | [Error](https://apidocs.finzly.net/dashboard?java=#schemaerror) | false | none | none |
| pagination | [Pagination](https://apidocs.finzly.net/dashboard?java=#schemapagination) | false | none | none |

### **Approve File**

**PUT /bulkpayment/files/{fileNumber}/approve**

**HTTP Method: PUT**

**Description -** Sending a PUT request to PUT /bulkpayment/files/{fileNumber}/approve endpoint allows users to approve bulk payment files by using file number. The request parameters and objects are specified below -

**Request Parameters**

**The fileNumber must be passed in the path of API request.**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| fileNumber | path | string | true | none |

**JSON Response(JSON schema NA in the API doc provided by the client)**

**A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

### **Reject File**

**PUT /bulkpayment/files/{fileNumber}/reject**

**HTTP Method: PUT**

**Description -** Sending a PUT request to the bulkpayment/files/{fileNumber}/reject endpoint allows users to reject Bulk Payment File. The request parameters and objects are specified below -

**Request Parameters**

**The fileNumber must be passed in the path of API request.**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| fileNumber | path | string | true | none |

**JSON Response(JSON schema NA in the API doc provided by the client)**

**A successful PUT request to this endpoint returns the following data -**

**Response Code - 200**

## **API Name UserAdmin**

### **Applications API**

### **Get Application**

**GET /applications**

**HTTP Method: GET**

**Description -** Sending a GET request to GET/applications endpoint allows users to fetch the application details using parameters “type” and “status” as a query in the API request.

Request Parameters

**The Application Type and status are optional parameters to be passed in the query of API request.**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| type | query | string | false | Application Type |
| status | query | string | false | Application Status |

Enumerated Values

| **Parameter** | **Value** |
| --- | --- |
| type | BANK |
| type | CUSTOMER |
| status | ACTIVE |
| status | INACTIVE |

**JSON Response**

**A successful GET request to this endpoint will return the following data -**

| {  "status": "Success or Failure",  "code": "APP001 etc.",  "message": "Failed to get an application: .",  "data": [  {  "appCode": "finzly.payment etc.",  "description": "Payment Hub etc.",  "status": "ACTIVE or INACTIVE",  "type": "BANK or CUSTOMER",  "entilements": [  {  "UUID": "string",  "entitlementCode": "aBlkFil etc.",  "description": "string"  }  ]  }  ] } |
| --- |

**Data Returned**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [[SearchApplication](https://apidocs.finzly.net/dashboard?java=#schemasearchapplication)] | false | none | none |

Get Application Details By App Code

**GET /applications/appcode/{app-code}**

**HTTP Method: GET**

**Description-** Sending a GET request to **/applications/appcode/{app-code}** endpoint allows users to get application details by the application code by providing app-code in the path of the API request.

**Request Parameters**

The App-code needs to be passed in the path of the API request

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| app-code | path | string | true | none |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "APP001 etc.",  "message": "Failed to get an application: .",  "data": [  {  "appCode": "finzly.payment etc.",  "description": "Payment Hub etc.",  "status": "ACTIVE or INACTIVE",  "type": "BANK or CUSTOMER",  "entilements": [  {  "UUID": "string",  "entitlementCode": "aBlkFil etc.",  "description": "string"  }  ],  "userLimits": [  {  "limitCode": "ACH\_USER\_BULK\_FILE\_APPROVAL\_LIMIT etc.",  "value": "10000 etc.",  "description": "ACH user bulk file approval limit etc.",  "appCode": "finzly.payments etc.",  "linkedEntitlementCode": "aBlkFil etc."  }  ]  }  ] } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [Application] | false | none | none |

### **Roles**

**POST/searchRoleV2**

**HTTP Method: POST**

**Description:** Sending a POST request to /searchRoleV2 endpoint allows users to search roles created by business customers to support their internal users. All the request parameters and objects are mentioned below -

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [V2GetRoleRequest](https://apidocs.finzly.net/dashboard?java=#schemav2getrolerequest) | true | Search the roles using various parameters |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "ROLE001 etc.",  "message": "Failed to get roles: .",  "data": [  {  "roleUUID": "123e4567-e89b-12d3-a456-426614174000 etc.",  "roleName": "User Admin etc.",  "description": "User Administrative role etc.",  "type": "BANK or CUSTOMER",  "customerUID": 0,  "customerShortName": "XYZCO etc.",  "applications": [  {  "appCode": "finzly.payment etc.",  "status": "ACTIVE or INACTIVE",  "entilements": [  {  "entitlementCode": "string"  }  ],  "userLimits": [  {  "limitCode": "ACH\_USER\_BULK\_FILE\_APPROVAL\_LIMIT etc.",  "value": "10000 etc.",  "description": "ACH user bulk file approval limit etc.",  "appCode": "finzly.payments etc.",  "linkedEntitlementCode": "aBlkFil etc."  }  ]  }  ]  }  ],  "pagination": {  "totalRecords": 100,  "returnedRecords": 10,  "pageReturned": 2,  "pageSize": 10  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [[V2Role](https://apidocs.finzly.net/dashboard?java=#schemav2role)] | false | none | none |
| pagination | [V2Pagination](https://apidocs.finzly.net/dashboard?java=#schemav2pagination) | false | none | none |

**V2Role**

| {  "roleUUID": "123e4567-e89b-12d3-a456-426614174000 etc.",  "roleName": "User Admin etc.",  "description": "User Administrative role etc.",  "type": "BANK or CUSTOMER",  "customerUID": 0,  "customerShortName": "XYZCO etc.",  "applications": [  {  "appCode": "finzly.payment etc.",  "status": "ACTIVE or INACTIVE",  "entilements": [  {  "entitlementCode": "string"  }  ],  "userLimits": [  {  "limitCode": "ACH\_USER\_BULK\_FILE\_APPROVAL\_LIMIT etc.",  "value": "10000 etc.",  "description": "ACH user bulk file approval limit etc.",  "appCode": "finzly.payments etc.",  "linkedEntitlementCode": "aBlkFil etc."  }  ]  }  ] } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| roleUUID | string | false | none | A UUID (Universal Unique Identifier) associated with the role |
| roleName | string | false | none | Name of the role |
| description | string | false | none | Role details |
| type | string | false | none | Type of the Role |
| customerUID | number | false | none | A unique id associated with the CRM entity |
| customerShortName | string | false | none | Short name associated with the CRM entity |
| applications | [V2App] | false | none | none |

### **Add Role V2**

**POST /v2/roles**

**HTTP Method: POST**

**Description -** Sending a POST request to POST /v2/roles endpoint allows users to add a new role. All the request parameters and objects are mentioned below -

Request Parameters

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [V2CreateRoleRequest](https://apidocs.finzly.net/dashboard?java=#schemav2createrolerequest) | true | Search the roles using various parameters |

**JSON Response**

Sending a successful POST request to this endpoint returns the following data -

| {  "status": "Success or Failure",  "code": "ROLE001 etc.",  "message": "Failed to add a role: .",  "data": {  "externalReferenceId": "for e.g. 126879",  "roleUUID": "for e.g. 123e4567-e89b-12d3-a456-426614174000"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [V2CreateRoleResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemav2createroleresponse_data) | false | none | none |

**V2 Create Role Response Data**

| {  "externalReferenceId": "for e.g. 126879",  "roleUUID": "for e.g. 123e4567-e89b-12d3-a456-426614174000" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| externalReferenceId | string | false | none | An external reference id |
| roleUUID | string | false | none | A UUID associated with the role |

### **Get Role**

**GET /v2/roles/{roleUUID}  
HTTP Method: GET**

**Description -** Sending a GET request to **/v2/roles/{roleUUID}** allows users to retrieve a role details by a role id by passing roleUUID in the path of the API request. All the request parameters and objects are mentioned below -

**Request Parameters**

**RoleUUID needs to be passed in the path of the API request.**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| roleUUID | path | string | true | A UUID (Universal Unique Identifier) associated with a role |
| type | query | string | false | Type of the role |

**Enumerated Values**

| **Parameter** | **Value** |
| --- | --- |
| type | CUSTOMER |
| type | BANK |

**JSON Response**

**A successful GET request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "ROLE001 etc.",  "message": "Failed to find a role: .",  "data": {  "roleUUID": "123e4567-e89b-12d3-a456-426614174000 etc.",  "roleName": "User Admin etc.",  "description": "User Administrative role etc.",  "type": "BANK or CUSTOMER",  "customerUID": 0,  "customerShortName": "XYZCO etc.",  "applications": [  {  "appCode": "finzly.payment etc.",  "status": "ACTIVE or INACTIVE",  "entilements": [  {  "entitlementCode": "string"  }  ],  "userLimits": [  {  "limitCode": "ACH\_USER\_BULK\_FILE\_APPROVAL\_LIMIT etc.",  "value": "10000 etc.",  "description": "ACH user bulk file approval limit etc.",  "appCode": "finzly.payments etc.",  "linkedEntitlementCode": "aBlkFil etc."  }  ]  }  ]  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [V2Role](https://apidocs.finzly.net/dashboard?java=#schemav2role) | false | none | none |

**V2Role**

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| roleUUID | string | false | none | A UUID (Universal Unique Identifier) associated with the role |
| roleName | string | false | none | Name of the role |
| description | string | false | none | Role details |
| type | string | false | none | Type of the Role |
| customerUID | number | false | none | A unique id associated with the CRM entity |
| customerShortName | string | false | none | Short name associated with the CRM entity |
| applications | [V2App] | false | none | none |

### **Update Role V2**

**PUT /v2/roles/{roleUUID}**

**HTTP Method: PUT**

**Description** - Sending a PUT request to PUT /v2/roles/{roleUUID} allows users to update a role by passing roleUUID in the path of the API request.

**Request Parameters**

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| roleUUID | path | string | true | A UUID (Universal Unique Identifier) associated with a role |
| body | body | [V2CreateRoleRequest](https://apidocs.finzly.net/dashboard?java=#schemav2createrolerequest) | false | Type of the role |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "ROLE001 etc.",  "message": "Failed to add a role: .",  "data": {  "externalReferenceId": "for e.g. 126879",  "roleUUID": "for e.g. 123e4567-e89b-12d3-a456-426614174000"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [V2CreateRoleResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemav2createroleresponse_data) | false | none | none |

### **Delete Role**

**DELETE /v2/roles/{roleUUID}**

**HTTP Method: DELETE**

**Description -** Sending a DELETE request to /v2/roles/{roleUUID} endpoint allows users to delete a role by passing roleUUID in the path of the API request. All the parameters and objects are mentioned below -

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [V2GetRoleRequest](https://apidocs.finzly.net/dashboard?java=#schemav2getrolerequest) | true | Search the roles using various parameters |

**JSON Response**

**A successful DELETE request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "ROLE001 etc.",  "message": "Failed to delete a role: .",  "data": {  "roleUUID": "for e.g. 123e4567-e89b-12d3-a456-426614174000"  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [V2DeleteRoleResponse\_data](https://apidocs.finzly.net/dashboard?java=#schemav2deleteroleresponse_data) | false | none | none |

**V2 Delete Roles Response**

| {  "roleUUID": "for e.g. 123e4567-e89b-12d3-a456-426614174000" } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| roleUUID | string | false | none | A UUID associated with the role |

**USERS**

**Search User**

**POST /v2/users/search**

**HTTP Method: POST**

**Description -** Sending a POST request to **/v2/users/search endpoint allows users to** search users by the given request criteria. This API will return user profile data without role and user limit details. All the request parameters and objects are mentioned below -

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| body | body | [V2SearchUserRequest](https://apidocs.finzly.net/dashboard?java=#schemav2searchuserrequest) | true | Customer User |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "USER001 etc.",  "message": "Failed to get the users: .",  "data": [  {  "userUUID": "for e.g. 123e4567-e89b-12d3-a456-426614174000",  "userName": "for e.g. user001",  "firstName": "for e.g. John",  "lastName": "for e.g. Doe",  "department": "for e.g. payments",  "otherDepartments": [  "for e.g. [admin,BSA]"  ],  "customerUID": "1223",  "emulationUser": "YES or NO",  "customerShortName": "DEMOBANK",  "status": "Active or Suspended etc.",  "email": "test@bank.com",  "mobile": "12345678",  "type": "BANK or CUSTOMER",  "createdBy": "ABC001",  "lastUpdatedBy": "XYZ001"  }  ],  "pagination": {  "totalRecords": 100,  "returnedRecords": 10,  "pageReturned": 2,  "pageSize": 10  } } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [[V2SearchUser](https://apidocs.finzly.net/dashboard?java=#schemav2searchuser)] | false | none | none |
| pagination | [V2Pagination](https://apidocs.finzly.net/dashboard?java=#schemav2pagination) | false | none | none |

### **Get User V2**

**GET /v2/users/{userUUID}**

**HTTP Method: GET**

**Description -** Sending a GET request to this ID /v2/users/{userUUID} allows users to get the user by userUUID. This API will return user profile data along with role and user limit details. All the request parameters and objects are mentioned below -

| **Name** | **In** | **Type** | **Required** | **Description** |
| --- | --- | --- | --- | --- |
| userUUID | path | string | true | A universally unique identifier (UUID) associated with the user |
| type | query | string | true | Type of the user |

**Enumerated Values**

| **Parameter** | **Value** |
| --- | --- |
| type | CUSTOMER |
| type | BANK |

**JSON Response -**

**A successful GET request this endpoint returns the following data -**

| {  "userUUID": "for e.g. 123e4567-e89b-12d3-a456-426614174000",  "userName": "for e.g. user001",  "firstName": "for e.g. John",  "lastName": "for e.g. Doe",  "department": "for e.g. payments",  "otherDepartments": [  "for e.g. [admin,BSA]"  ],  "customerUID": "1223",  "emulationUser": "YES or NO",  "customerShortName": "DEMOBANK",  "status": "Active or Suspended etc.",  "email": "test@bank.com",  "mobile": "12345678",  "type": "BANK or CUSTOMER",  "createdBy": "ABC001",  "lastUpdatedBy": "XYZ001",  "roles": [  {  "roleUUID": "123e4567-e89b-12d3-a456-426614174000",  "name": "AdminRole",  "description": "Bank admin permission",  "applications": [  {  "appCode": "for e.g. finzly.payment",  "description": "for e.g. Payment Hub application to process multiple payment rails",  "entitlements": [  {  "entitlement": "for e.g. ApprovePayment",  "description": "Allow user to approve the payment"  }  ]  }  ]  }  ],  "userlimits": [  {  "limitCode": "ACH\_USER\_BULK\_FILE\_APPROVAL\_LIMIT etc.",  "value": "10000 etc.",  "description": "ACH user bulk file approval limit etc.",  "appCode": "finzly.payments etc.",  "linkedEntitlementCode": "aBlkFil etc."  }  ] } |
| --- |

| **Name** | **Type** | **Required** | **Restrictions** | **Description** |
| --- | --- | --- | --- | --- |
| userUUID | string | false | none | A universally unique identifier (UUID) assigned by the system |
| userName | string | false | none | Unique username assigned to the user |
| firstName | string | false | none | User First Name |
| lastName | string | false | none | User Last Name |
| department | string | false | none | Primary bank department user is associated with |
| otherDepartments | [string] | false | none | none |
| customerUID | string | false | none | Unique id associated with the CRM entity |
| emulationUser | string | false | none | If the user has an emulation capability. This is applicable for CUSTOMER user types. |
| customerShortName | string | false | none | Customer short name |
| status | string | false | none | User Status |
| email | string | false | none | Customer email address |
| mobile | string | false | none | Customer mobile contact number |
| type | string | false | none | Type of user |
| createdBy | string | false | none | User Id who created the user in the system |
| lastUpdatedBy | string | false | none | User who last updated the user in the system |
| roles | [[V2UserRole](https://apidocs.finzly.net/dashboard?java=#schemav2userrole)] | false | none | none |
| userlimits | [[V2UserLimits](https://apidocs.finzly.net/dashboard?java=#schemav2userlimits)] | false | none | none |

### **Update User**

**PUT /v2/users**

**HTTP Method: PUT**

**Description -** Sending a PUT request to PUT/v2/users allows users to update an existing user. The request parameters and objects are mentioned below -

**Request Parameters**

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| body | body | [V2UpdateUserRequest](https://apidocs.finzly.net/dashboard?java=#schemav2updateuserrequest) | false | Customer User |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "USER001 etc.",  "message": "Failed to add an user: .",  "data": {  "externalReferenceId": "string",  "userUUID": "123e4567-e89b-12d3-a456-426614174000"  } } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [V2AddUserResponseData](https://apidocs.finzly.net/dashboard?java=#schemav2adduserresponsedata) | false | none | none |

**V2 Add User Response**

| {  "externalReferenceId": "string",  "userUUID": "123e4567-e89b-12d3-a456-426614174000" } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| externalReferenceId | string | false | none | Unique reference id from a system outside of the Finzly system. |
| userUUID | string | false | none | A universally unique identifier (UUID) assigned to the user by the system |

### **Add User**

**POST /v2/users**

**HTTP Method: POST**

**Description -** Sending a POST request to POST/v2/users endpoint allows users to add a new user to the system. The request parameters and objects are mentioned below

Request Parameters

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| body | body | [V2UpdateUserRequest](https://apidocs.finzly.net/dashboard?java=#schemav2updateuserrequest) | false | Customer User |

**JSON Response**

**A successful POST request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "USER001 etc.",  "message": "Failed to add an user: .",  "data": {  "externalReferenceId": "string",  "userUUID": "123e4567-e89b-12d3-a456-426614174000"  } } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |
| data | [V2AddUserResponseData](https://apidocs.finzly.net/dashboard?java=#schemav2adduserresponsedata) | false | none | none |

**V2 Add User Response**

| {  "externalReferenceId": "string",  "userUUID": "123e4567-e89b-12d3-a456-426614174000" } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| externalReferenceId | string | false | none | Unique reference id from a system outside of the Finzly system. |
| userUUID | string | false | none | A universally unique identifier (UUID) assigned to the user by the system |

### **Activate User**

**PUT /v2/users/{userUUID}/activate  
HTTP Method: PUT**

**Description -** Sending a PUT request to the PUT /v2/users/{userUUID}/activate endpoint allows users to activate a user. The request parameters and objects are mentioned below -

**Request Parameters**

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| userUUID | path | string | true | A universally unique identifier (UUID) assigned to the user |
| type | query | string | true | user type |

**Enumerated Values**

| **Parameter** | **Value** |
| --- | --- |
| type | BANK |
| type | CUSTOMER |

**JSON Response**

**A successful PUT request to this endpoint returns the following data**

| {  "status": "Success or Failure",  "code": "USER001 etc.",  "message": "Failed to activate or suspend the user: ." } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |

**Suspend User V2**

**PUT /v2/users/{userUUID}/suspend**

**HTTP Method: PUT**

**Description -** Sending a PUT request to /v2/users/{userUUID}/suspend endpoint allows users to suspend a user by passing userUUID in the path of the API request. The request parameters and objects are mentioned below -

Request Parameters

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| userUUID | path | string | true | A universally unique identifier (UUID) assigned to the user |
| type | query | string | true | user type |

**Enumerated Values**

| **Parameter** | **Value** |
| --- | --- |
| type | BANK |
| type | CUSTOMER |

**JSON Response**

**A successful PUT request to this endpoint returns the following data -**

| {  "status": "Success or Failure",  "code": "USER001 etc.",  "message": "Failed to activate or suspend the user: ." } |
| --- |

| Name | Type | Required | Restrictions | Description |
| --- | --- | --- | --- | --- |
| status | string | false | none | This will return Success/Failed |
| code | string | false | none | This will indicate the error code in case of API error |
| message | string | false | none | This will be the detailed error message indicating what failed and how to fix the issue |

# **Payment Status Notifications v1.2.0**

Security protocols support basic authentication by Finzly. This API allows third parties and bank customers to receive payment details whenever there is an update to the payment system. Finzly can also share the FinzlyOS public IPs with third parties or bank customers to whitelist at their end for additional security.

Base URLs:

* [https://{tenant}-security-{environment}.{dns}/auth/realms/BANKOS.UAT.SANDBOX.CUSTOMER/protocol/openid-connect/token](about:blank)
  + **tenant** - Tenant Code Default: sandbox
  + **environment** - Environment Name Default: uat
  + **DNS** - DNS Name Default: [finzly.io](http://finzly.io/)

# Payment Notifications

Payment Notification to third parties whenever there is an update to the payment status in the Finzly payment system.

## **notifyPaymentStatus**

**POST /payments**

**HTTP Method: POST**

**Description -** Payment notification details, including payment Id, source reference, and status, are pushed via this webhook whenever there is an update to the payment status.

# Notify payment information to the client or third party.

| Name | In | Type | Required | Description |
| --- | --- | --- | --- | --- |
| body | body | [payment](https://apidocs.finzly.net/dashboard?java=#schemapayment) | true | none |

### **Errors**

**Http Response Codes**

| Code | Reason |
| --- | --- |
| 200 - OK | Successfully processed the request |
| 201 - Created | The object was successfully created |
| 204 - No Content | No Content, Successfully processed the request |
| 400 - Bad Request | The request was rejected, most likely due to invalid parameters |
| 401, 403 - Unauthorized, Forbidden | Unauthorized or forbidden request |
| 404 - Not Found | The resource does not exist |
| 409 - Conflict | This typically occurs when duplicate requests are received even while the original request is being processed. |
| 422 - Unprocessable Entity | The request body contains well-formed (i.e., syntactically correct), but semantically erroneous, instructions. |
| 500 - Internal Server Error | Something went wrong with Digital Disbursements and the request could not be processed. |

**400 Bad Request**

The 400 (Bad Request) status code indicates that the server cannot or will not process the request due to something that is perceived to be a client error (e.g., malformed request syntax, invalid request message framing, or deceptive request routing).

**402 Payment Required**

The 402 (Payment Required) status code is reserved for future use.

**403 Forbidden**

The 403 (Forbidden) status code indicates that the server understood the request but refuses to authorize it. A server intending to make the reason for the forbidden request public can describe it in the response payload (if any).

If authentication credentials were provided in the request, the server considers them insufficient to grant access. The client SHOULD NOT automatically repeat the request with the same credentials. The client MAY repeat the request with new or different credentials. However, a request might be forbidden for reasons unrelated to the credentials.

An origin server that wishes to "hide" the current existence of a forbidden target resource MAY instead respond with a status code of 404 (Not Found).

**404 Not Found**

The 404 (Not Found) status code indicates that the origin server did not find a current representation for the target resource or is not willing to disclose that one exists. A 404 status code does not indicate whether this lack of representation is temporary or permanent; the 410 (Gone) status code is preferred over 404 if the origin server knows, presumably through some configurable means, that the condition is likely to be permanent.

A 404 response is cacheable by default, i.e., unless otherwise indicated by the method definition or explicit cache controls (see [Section 4.2.2 of [RFC7234]](https://www.rfc-editor.org/rfc/rfc7234#section-4.2.2)).

**405 Method Not Allowed**

The 405 (Method Not Allowed) status code indicates that the method received in the request line is known by the origin server but not supported by the target resource. The origin server MUST generate an Allow header field in a 405 response containing a list of the target resource's currently supported methods.

A 405 response is cacheable by default, i.e., unless otherwise indicated by the method definition or explicit cache controls

**406 Not Acceptable**

The 406 (Not Acceptable) status code indicates that the target resource does not have a current representation that would be acceptable to the user agent, according to the proactive negotiation header fields received in the request and the server is unwilling to supply a default representation.

The server SHOULD generate a payload containing a list of available representation characteristics and corresponding resource identifiers from which the user or user agent can choose the most appropriate. A user agent MAY automatically select the most suitable choice from that list.

## **Guides**

### **Technical guides**

**Getting started with Finzly APIs**

Finzly Support creates your credentials, users in your team, and API Keys.

Using the API keys, you can access the Finzly API.

Now you can invoke the APIs to test the use cases. To commence your evaluation, you will require an evaluation and integration environment set up for you.

**Sandbox and testing**The sandbox environment is an environment you can play around with and use as a testbed for development. Customers must test their business flows in this environment before moving to the production environment. You must use test customers and test account numbers in the sandbox environment. Your business bank will onboard you into the sandbox environment and provide you with the API credentials.

After testing and validating the use cases to your satisfaction, you can sign off on evaluation.

Please contact the Finzly support team to validate the integration.

### **Use Cases**

Finzly APIs simplify the trading and payment of foreign currencies with an exceptional user experience. Banks can use Finzly APIs to integrate new products and services with the bank’s existing systems. That allows for quick and seamless integration. If a bank wishes to create a new product or service, Finzly APIs make it a much more straightforward process.

**Streamlining Customer Onboarding Processes for Banks -** Finzly APIs help the bank clients to accelerate their customer onboarding process.That allows our bank clients to win new customers, vastly enhance the experience of customers applying for their products and service, and sell further services promptly.

Customer onboarding is the next step after your customers have registered for the bank. Its objective is to allow your customers to feel comfortable utilizing your services and create a strong bond of trustworthiness. Usually, the customer onboarding procedure may include the following:

* Step-by-step instructions for account usage.
* Prefaces to your support team for further assistance.
* Landmark celebrations for customer engagement and satisfaction.

**Benefits of accelerated onboarding**

* Having clear policies and procedures highlights to customers that an institution is not only aware of and actively trying to win their customers but also that they are compliant with regulations and within the confines of the law.

Illustrating to customers how a bank is actively working with regulations secures its reputation as a trustworthy institution that will keep money and other assets safe.

* Quick and efficient onboarding allows financial institutions less lead-in time to begin selling their services.
* Once a bank has boarded a customer, they will look to sell them several different products across different service areas. Comprehensively onboarding a customer rigorously allows other service areas to offer their products as soon as the customer has been onboarded. That also impacts the reputation of the institution in the customer’s eyes.

**Insurance Claims**

Finzly APIs offer many ways to process premium payments and claims by embedding APIs. It offers real-time payment services for insurance firms, which help them convert repetitive payment tasks into reusable ones that foster productivity. The results are improved efficiency for insurers and a more satisfactory customer experience who benefit from speedier service enabled by streamlined payment and claims processes.

**Fintech Apps & Neobanks**

**Allow fintechs to Send & receive payments, create Virtual Accounts & manage accounts**

**Bank Account validation.**

Account Validation is a vital facet of an organization’s risk assessment. Understanding their customers’ banking status will allow our clients to eliminate fraud and counter risks related to payment acceptance.

With credit cards, companies can approve or reject a transaction depending on the credit limit during payment time and set aside funds to cover the payments.

**Gaming Platforms**

Power payments for gaming platforms by allowing payments through API

**E-com Payments**

Power instant checkouts through bank transfers by offering payment API for real-time payments and refunds.

The payment API is powered by the routing engine (rule-based workflow) to make it easy to understand. The consumer does not have to choose or decide on the payment rail or network (such as ACH, RTP FedNow, etc.) to create a payment. Instead, they have to choose from the simple options based on the payment speed and cost, for instance, "Economy" for less cost and 2 to 3 business days to transfer the money or "Instant" for a little higher price and instant money transfer.

**Features and Benefits**

* API supports both domestic as well as international payments using One API. Users can send & receive instant payments on the RTP & FedNow networks using one application. Offer value-added services using Request for Pay.
* Payment Scheduling - It allows the user to schedule a payment to a future date
* Repetitive Payments - It provides various options to set repetitive payments such as Daily, Weekly, Bi-Weekly, Monthly, etc.
* A simplified and improved payment experience with a single self-service portal with a customizable Super App for SMB, Commercial & Institutional clients.

**Invoice Payments**

Finzly empowers invoice processing firms to handle millions of invoices annually with a simple API integration to their existing channels

**Logistics Platforms**

Simplify supply chain payments by providing bank transfers, instant and worldwide payments.

The emergence of fast payments in many financial institutions and the increasing prevalence of new proposals and implementations show essential advancements in the demand for and supply of such payments. Finzly API makes the provision and use of fast payments increasingly viable. In addition, Finzly APIs have also redefined end-user expectations for the speed and convenience of payments.

**Incoming Debit Reviews**

Positive Pay services allow the bank and the bank's clients (via APIs or Finzly Treasury Experience) to enable rules to determine if ACH debits should be paid against the receiver's bank account. The service allows users to review all incoming debits before they're cleared to settle against their account or rejected and returned. The bank can use the Positive Pay feature to determine the "decision cutoff" time and a default decision to pay or reject any debits.

**Wealth Management**

Finzly APIs enable wealth management firms to offer direct account-to account payments without unnecessary interchange fees.

**Accounting Help**

Finzly APIs empower businesses to streamline reconciliation and enable real time cash flow visibility with instant payment notifications.

## **Payment Networks**

In this section, we’ll talk about the different payment networks Finzly APIs support.

* ACH (Automated Clearing House)
* WIRES
* FEDNOW (Fedwire Funds Services)
* RTP
* International Payments

### **ACH**

ACH (Automated Clearing House) is the most popular, and highly used payment network that was first launched in [xxxx]. ACH payments are exchanged in NACHA formatted files. NACHA sets the rules and guidelines for the processing of ACH payments. After the power of RESTful APIs were proved to be critical for a connected e-commerce and treasury, the need to offer ACH payments via REST API has become critical for the success of banks.

**ACH Terminologies**

While ACH payments are cheaper compared to other payment networks, they have most the complexity than other payment rails, as ACH has evolved over several decades to support various use cases of the industry.

**Files & Batches**

Each payment is created as a payment entry, and the entries are grouped in batches and the batches are grouped in a file. Each file and batch may be balanced or unbalanced.

**Balanced & Unbalanced Files**

In a balanced file, the outbound debits and credits are offset with a customer’s DDA account entry. In an unbalanced file, the bank would offset it with the customer’s default account.

**SEC Codes**

Each payment entry must be categorized under one of the several Service Entry Class Codes, aka SEC Codes. Finzly supports all the SEC Codes as listed below

| **SEC Code** | **Description** | **Use** | **Debit / Credit** | **Consumer / Corporate** |
| --- | --- | --- | --- | --- |
| ARC | Accounts Receivable Entries | A single ACH debit used by originator for the conversion of an eligible source document received via the U.S. mail or delivery service; at a lockbox location; or in person at a manned location for the payment of a bill. | Debit | Consumer to Corporate |
| ACK | ACH Payment Acknowledge | RDFI to acknowledge the receipt of ACH credit payments originated using the CCD formats | Non-Monetary | N/A |
| ADV | Automated Accounting Advice | identifies automated accounting advice of ACH accounting information in machinereadable format to facilitate the automation of accounting information for participating DFIs | Non-Monetary | N/A |
| ATX | Financial EDI Acknowledgment | RDFI to acknowledge the receipt of ACH credit payments originated using the CTX formats | Non-Monetary | N/A |
| BOC | Back Office Conversion | A single ACH debit initiated by an originator based on an eligible source document provided at the point-of-purchase or at a manned bill payment location for subsequent conversion during back-office conversion. | Debit | Consumer to Corporate |
| CCD | Corporate Credit or Debit | A single or a recurring ACH credit or debit originated to a corporate account. They are commonly used by Originators to pay vendors, concentrate funds from outlying accounts (cash concentration), to fund payroll, petty cash, or other disbursement accounts. | Credit / Debit/ Nonmonetary | Corporate to Corporate |
| CIE | Customer Initiated Entries | A credit entry initiated by consumer through a bill payment service provider to pay bills. | Credit | Consumer to Corporate |
| CTX | Corporate Trade Exchange | A single or a recurring ACH credit or debit originated to a corporate account that supports up to 9,999 addenda records. They are commonly used in trading partner relationships because a full ANSI ASC X12 message or payment-related UN/EDIFACT information can be sent with the CTX entry. | Credit / Debit/ Nonmonetary | Corporate to Corporate |
| IAT | International ACH Transaction | An Entry that is part of a payment transaction involving a financial agency’s office that is not located within the territorial jurisdiction of the United States. | Credit / Debit | Corporate to Consumer/ |
| POP | Point of Purchase | A single ACH debit initiated by an originator based on an eligible source document provided at a point-of-purchase or manned bill payment location. | Debit | Corporate to Consumer/ |
| POS | Point of Sale | Initiated at an electronic terminal using merchant issued physical card or other access device | Debit | Consumer |
| PPD | Pre-arranged Payment or Deposit | A single or a recurring ACH credit or debit sent by an originator to a consumer account to make or collect a payment, where authorization is obtained in writing. | Credit / Debit | Corporate to Consumer |
| RCK | Re-presented Check Entries | Originators can re-present a check that has been processed through the check collection system as a paper or image item, and returned because of insufficient or uncollected funds | Debit | Corporate to Consumer |
| TEL | Telephone Initiated Entries | A single or a recurring ACH debit that occurs when the consumer’s authorization for a transfer of funds is received orally via the telephone. | Debit | Corporate to Consumer |
| WEB | Internet-Initiated/Mobile Entries | Credit WEB Entries: A Person-to-Person entry transmitted on behalf of one natural person to another natural person, or between accounts belonging to the same natural person.   Debit WEB Entries: ACH entry initiated according to an authorization obtained via the internet or a wireless network (e.g. mobile device) except for an oral authorization via a telephone call. | Credit / Debit | Corporate to Consumer |
| DNE | Death Notification Entry | Federal Govt. Agency Use Only | Non-Monetary | Consumer |

***Note: Finzly payment hub system support all above sec codes from RDFI perspective. However, from the ODFI perspective the following sec codes are supported BOC, CCD, CIE, CTX, IAT, POP, POS, PPD, TEL and WEB.***

**Addenda Record**

Each payment entry carries the additional information required to process the payment, and these addenda records are different for various SEC Codes.

**ODFI**

The financial institution that originates or sends the payment file to FED is called Originating Depository Financial Institution.

**RDFI**

The financial institution that receives the payment file from FED is called Receiving Depository Financial Institution.

**ACH Transactions**

**Credit Request**

Credit Request allows ODFI to send a payment to RDFI. RDFI upon receiving the credit request would either accept the payment and credit its customer or return the payment.

**Debit Request**

Debit Request allows ODFI to debit request to RDFI. RDFI upon receiving the debit request would either accept the request and debit its customer or return the request.

**Notice of Change**

In case the receiving party’s information is changed for a Credit or Debit request, RDFI may send Notice of Change (NOC) to ODFI.

**Returns**

When the RDFI returns the credit or debit request, the ODFI may accept the return or dishonor the return.

|  | **Return Code** |  |  | **Return Title** |  |  | **Return Description** |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | R01 |  |  | Insufficient Funds |  |  | The available and/or cash reserve balance is not |  |
|  |  |  |  |  | sufficient to cover the dollar value of the debit Entry. |  |
|  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
| R02 | | |  | Account Closed | |  | A previously active account has been closed by action | |
|  |  | of the customer or the RDFI | |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | |
|  |  |  |  |  |  |  | The account number structure is valid and it passes |  |
|  |  |  |  | No Account/ Unable to Locate |  |  | the Check digit validation, but the account number |  |
|  | R03 |  |  |  |  | does not correspond to the individual identified in the |  |
|  |  |  | Account |  |  |  |
|  |  |  |  |  |  | Entry, or the account number designated is not an |  |
|  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  | existing account |  |
|  |  |  |  |  |  |  |  |  |
| R04 | | |  | Invalid Account Number Structure | |  | The account number structure is not valid | |
|  |  |  |  |  |  |  |  | |
|  |  |  |  | Unauthorized Debit to Consumer |  |  | CCD or CTX debit Entry was transmitted to a Consumer |  |
|  | R05 |  |  |  |  | Account of the Receiver and was not authorized by the |  |
|  |  |  | Account Using Corporate SEC Code |  |  |  |
|  |  |  |  |  |  | Receiver |  |
|  |  |  |  |  |  |  |  |
| R06 | | |  | Returned per ODFIs Request | |  | The ODFI has requested that the RDFI return an | |
|  |  | Erroneous Entry. | |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | |
|  |  |  |  |  |  |  | The RDFIs customer (the Receiver) revoked the |  |
|  | R07 |  |  | Authorization Revoked by Customer |  |  | authorization previously provided to the Originator for |  |
|  |  |  |  |  |  |  | this debit Entry. |  |
| R08 | | |  | Payment Stopped | |  | The Receiver has placed a stop payment order on this | |
|  |  | debit Entry | |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | |
|  |  |  |  |  |  |  | A sufficient ledger balance exists to satisfy the dollar |  |
|  | R09 |  |  | Uncollected Funds |  |  | value of the transaction, but the available balance is |  |
|  |  |  |  |  |  |  | below the dollar value of the debit Entry |  |
|  |  |  |  | Customer Advises Not Authorized, | |  | The RDFI has been notified by the Receiver that the | |
| R10 | | |  | Improper, Ineligible, or Part of an | |  | Entry is unauthorized, improper, ineligible, or part of | |
|  |  |  |  | incomplete transaction | |  | an incomplete transaction. | |
|  |  |  |  |  | |  |  |  |
|  |  |  |  | Customer Advises entry not in |  |  | Error or defect in payment between originator and |  |
|  | R11 |  |  | accordance with the terms of |  |  |  |
|  |  |  |  |  | receiver |  |
|  |  |  |  | Authorization |  |  |  |
|  |  |  |  |  |  |  |  |
| R12 | | |  | Account Sold to Another DFI | |  | A financial institution received an Entry to an account | |
|  |  | that was sold to another financial institution. | |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | |
|  |  |  |  | Representative Payee Deceased or |  |  | The representative payee is either deceased or unable |  |
|  | R14 |  |  |  |  | to continue in that capacity. The beneficiary is NOT |  |
|  |  |  | Unable to Continue in that Capacity |  |  |  |
|  |  |  |  |  |  | deceased. |  |
|  |  |  |  |  |  |  |  |
|  |  |  |  | Beneficiary or Account Holder | |  | (1) The beneficiary is deceased, or (2) The account | |
| R15 | | |  | (Other Than a Representative | |  |
|  |  | holder is deceased. | |
|  |  |  |  |  | |  |

| R16 | Account Frozen/Entry Returned per OFAC Instruction | OFAC has instructed the RDFI to return the Entry |
| --- | --- | --- |
| R17 | File Record Edit Criteria | An RDFI would use R17 to return an entry that does not have a valid account number and the RDFI believes the entry was initiated under questionable circumstances. |
| R20 | Non-Transaction Account | ACH Entry to a Non-Transaction Account |
| R21 | Invalid Company Identification | The identification number used in the Company Identification Field is not valid |
| R22 | Invalid Individual ID Number | The Receiver has indicated to the RDFI that the number with which the Originator was identified is not correct. |
| R23 | Credit Entry Refused by Receiver | Any credit Entry that is refused by the Receiver may be returned by the RDFI. |
| R24 | Duplicate Entry | The RDFI has received what appears to be a duplicate entry; i .e., the trace number, date, dollar amount and/or other data matches another transaction. |
| R26 | Mandatory Field Error | Improper information in one of the mandatory fields |
| R29 | Corporate Customer Advises Not Authorized | he RDFI has been notified by the Receiver (nonconsumer) that the Originator of a given transaction has not been authorized to debit the Receiver account. |
| R31 | Permissible Return Entry (CCD and CTX only) | The RDFI may return a CCD or CTX Entry that the ODFI agrees to accept. |
| R61 | Misrouted Return | The financial institution preparing the Return Entry (The RDFI of the original Entry) has placed the incorrect Routing Number in the Receiving DFI Identification field. |
| R67 | Duplicate Return | The ODFI has received more than one Return for the same Entry. |
| R68 | Untimely Return | The Return Entry has not been sent within the timeframe established by these Rules. |
| R69 | Field Error(s) | One or more of the field requirements are incorrect |
| R70 | Permissible Return Entry Not Accepted/ Return Not Requested by ODF | The ODFI has received a Return Entry identified by the RDFI as being returned with the permission of, or at the request of, the ODFI, but the ODFI has not agreed to accept the Entry or has not requested the return of the Entry. |
| R71 | Misrouted Contested Dishonored Return | The financial institution preparing the dishonored Return Entry (the ODFI of the original Entry) has placed the incorrect Routing Number in the Receiving DFI Identification field. |
| R72 | Untimely Dishonored Return | The dishonored Return Entry has not been sent within the designated timeframe. |
| R73 | Timely Original Return | The RDFI is certifying that the original Return Entry was sent within the timeframe designated in these Rules. |
| R74 | Corrected Return | The RDFI is correcting a previous Return Entry that was dishonored using Return Reason Code R69 (Field Errors) because it contained incomplete or incorrect information. |
| R75 | Return Not a Duplicate | The Return Entry was not a duplicate of an Entry previously returned by the RDFI. |
| R76 | No Errors Found | The original Return Entry did not contain the errors indicated by the ODFI in the dishonored Return Entry. |

**On-us Transactions**

On-us transactions in ACH is when a bank’s customer initiates ACH transfers for which the bank is both ODFI and RDFI. For such transactions, bank can settle within its ledger without having to clear thru ACH network.

**Same-day and Standard ACH**

ACH payments are usually processed with 2 days settlement, which means if a payment is initiated, it would take two business days for the payment to get credited in the customer account. In 20xx, NACHA required the clearing houses to support same-day ACH payments to allow same day processing and settlement. For some weird reason, several financial institution’s ACH system does not support same day ACH and can only process regular ACH payments.

**Cutoff Times**

The Federal Reserve processes the files on all bank working days from x:00 to x:00. Same day ACH files are transmitted at the following times

Standard ACH files are transmitted at the following times…

**ACH Positive Pay**

Positive Pay services allow the bank, and the bank's clients (via APIs or Finzly Treasury Experience) to enable rules to determine if ACH debits should be paid against the receiver's bank account. The service allows users to review all incoming debits before they’re cleared to pay against their account or rejected and returned. The bank can define a “decision cutoff” time, along with a default decision to pay or reject any debits that have not been decisioned.

**Block List**

The Block List is a service which provides the user the ability to identify specific ACH debit entries to be "stopped" and either returned automatically or to be manually decisioned as to whether the item should be returned or posted.

**Prefund/Non-Prefund**

To support the ACH Prefunding requirements for ACH Credits, Payment Galaxy provides a Prefunding capability, which causes the originator's offset account to be debited on the day their ACH file is processed, instead of waiting until the effective date of the ACH credits. Prior to routing the ACH credits to the FedACH network, the system will verify sufficient funds are available in the originator's account to fund the ACH credits. Alternatively, prefunding can be disabled, allowing for settlement to the originator's account on the effective date. For non-prefunded originators, you can assign exposure limits to monitor the overall amount of exposure to the bank.

**ACH Bulk Upload**

Finzly system supports the ACH bulk payment processing in a NACHA format via FTP channel. The bank can create an FTP account to process the ACH bulk file in a Nacha format. The solution provided two types of FTP account.

**Customer:** To be used by the corporate or Fintech to upload the bulk payments

**Channel:** To be used by the bank’s system to upload the payments in bulk associated with the multiple customers.

**Summary**

NACHA has various rules around each transaction processing. ACH is very complex to develop than other payment rails, but Finzly has made them simple with APIs. Finzly also offers file uploads of NACHA formatted files and returns NACHA formatted response files.

### **FEDWIRE**

Fedwire Funds Services (Fedwire) is a real-time gross settlement transfer system that allows participating financial institutions to send and receive same-day fund transfers. Federal Reserve operates the FEDWIRE payment network and is typically used to process high value payments or the payments that are required to be delivered faster, typically within an hour. Note: There could be delay due to compliance and other bank policies.

The Fedwire Funds Service is a credit transfer service. Participants originate funds transfers by instructing a Federal Reserve Bank to debit funds from its own account and credit funds to the account of another participant. Participants may originate funds transfers online, by initiating a secure electronic message, or offline, via Teller, Phone-in.

Fedwire funds are sent directly from the originator's bank account to the receiver's bank account. Wires are instant, but the fee can be a configurable data for both sender and receiver. The transaction is permanent and irrevocable with an option to request for Reversal (Return of Funds).

FEDWIRE is a message-oriented payment system. Each payment travels in a single message and is gross settled, whereas ACH payments are net settled.

Fedwire operates weekdays, from 9 p.m. the prior calendar day, to 7 p.m. Eastern Time. The system is closed during weekends and federal holidays, with the exception being that service for Mondays are operational from 9 p.m. on the preceding Sunday. Though operational until 7 p.m. ET, the deadline for initiating a payment for a bank’s customer, is 6 p.m. ET.

Reversals - Cut off time for Reversals are separately maintained as configurable property. Any Reversal after that cut off will not be eligible and will have to reverse the next business day

**Business Codes**

FEDWIRE payments are categorized into the following business codes.

* CTR - Customer or Corporate Credit Transfer (Where Beneficiary is a Customer - Consumer

/Corporate)

* BTR - Bank to Bank Transfer (where Beneficiary is Bank)
* CTP - Customer Transfer Plus (Where Beneficiary is a Customer - Consumer /Corporate with Additional remittance information)
* DRC - Customer or Corporate Drawdown Request
* DRB - Bank to Bank Drawdown Request
* DRW - Drawdown Payment
* SVC - Service message

### **Wire Origination**

Fedwire Funds service supports the following origination gateways for processing through BankOS

- API – Finzly Connect APIs

* Supports the initiation of
  + Customer or Corporate credit transfer
  + Customer Transfer Plus
  + Customer or Corporate Drawdown Request

- Web - Online Digital Treasury Portal (CashOS)

* Supports the initiation of domestic wire transfer
  + This will be defined based on the Processing speed as Express (Configurable) and Fees to be applied.

- Branch - Teller Application (Wire Room)

* Supports the initiation of Wire from branch using the teller application with an option as
  + Walk-in
  + Phone-in

- Bulk uploads

* Supports the initiation of wire with an option from Bulk File processing
  + Fedwire message upload
    - This will be based on the actual raw Fedwire message structure.
    - Multiple Fedwire message can be uploaded in a File

- Finzly CSV

* This is customed CSV formatted file for processing the Fedwire payments with required information as
  + Sender (Originator details)
  + Sender A/c o Receiver (Beneficiary details)
  + Receiver A/c
  + Additional Notes
* Finzly CSV supports the following Business Function code
  + Customer or Corporate credit transfer
  + Customer or Corporate Drawdown Request

### **Payment Status Updates**

### Payment Status Notification for every event on the wire life cycle will be notified. This will be applied for both outgoing and incoming payments.

### Validation Failed - Fedwire Payment with the Exception status will be notified.

### OFAC Review/Reject - Fedwire Payment with OFAC compliance Exception will be notified.

### Memo Post Status - Fedwire Payment with memo post status failure will be notified.

### Processed - Notification back to the Customer on payment Processing.

### **Drawdown Initiation**

### Capability to initiate a Drawdown request for both Customer and as well as for the Bank for their treasury Funds/Fed Transfers.

* + Drawdown initiation is possible for customer using the open Banking API and Bulk Files.
  + Every Drawdown request initiated will be received as a Separate drawdown payment linking the original payment.

### **Notifications**

Fedwire Incoming payment notification will be triggered with a source of Webhook notification. Customers can configure to receive these notifications. All the Inbound wire can be transmitted with a Raw Wire File message file received from Fed through the FTP source. Customer can configure an Inbound FTP account to receive the actual raw messages.

Inbound Drawdown request are triggered with E-mail notifications for the Bank to take an action on the drawdown requests which does not match based on the agreement set by the customer as part of the Finzly positive rules feature. This notification will be user friendly action for Bank to take an action on the Pending request which does not match to automatically create a drawdown payment out.

### **Instant Payments**

While ACH is used for high volume or low value payments, and FEDWIRE is used for faster or high value payments, the new instant payment networks such as RTP and FEDNOW are emerging to enable instant payments that are processed in real-time within seconds and are irrevocable. It is important to note that Debit cards enable instant payments, those transactions are comparatively expensive than RTP or FEDNOW payments and requires a debit card in addition to the bank account. Finzly offers instant payments from a bank account to another bank account via either RTP or FEDNOW, based on the sender and receiver bank’s connectivity.

While there are other payment networks such as Zelle, Venmo, Cash App enable real-time settlement of funds at user’s accounts, these payment rails operate on top of other clearing networks such as ACH, RTP, FEDNOW or Card networks.

The following diagram explains the fund flow in FedNow and RTP payment network.

**FedNow:**

![](data:image/png;base64,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)

**RTP:**

**![](data:image/png;base64,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)**

Finzly Connect offers instant payment access and notifications via simple REST API. Develop new financial products such as Point of Sale, QR based invoices, and get paid instantly from your customer’s bank and eliminate card transaction fees.

### **International Payments**

The commerce is now global, and the businesses have to routinely send and receive payments to and from global vendors and customers. Finzly Connect allows making global payments, tracking and payment notifications via API easier.

The domestic payment networks such as ACH, FEDWIRE, RTP and FEDNOW makes interborder settlement easier, but the international payments have more stringent compliance requirements and is more complex than domestic payments.

To process international payments, your bank should either be connected with a correspondent bank who have SWIFT connection, or your bank should have direct SWIFT connectivity. Finzly directly connects with SWIFT to settle and clear international payments for your bank.

Finzly Connect, with a single API, powers you to send international payments to any recipient in the globe and receive payment notifications from your bank account for easy and automatic reconciliation.

## **Common Workflows**

### **Book Transfers**

Book transfers are used to move money within a bank or within a ledger. These transfers do not require using any payment rail.

#### **Book Transfer Request**:

| **Attribute** | **Type** | |  | **Required** | | | **Restrictions** | | | **Notes** |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| externalReferenceId | string | |  | TRUE | |  | Max Limit – 50 | | | Unique reference id from a system |  |
|  |  |  |  |  |  |  | chars | |  | outside of finzly. The external |  |
|  |  |  |  |  |  |  |  |  |  | reference id can be used by the |  |
|  |  |  |  |  |  |  |  |  |  | finzly for the request tracing (if |  |
|  |  |  |  |  |  |  |  |  |  | needed). |  |
| senderAccount | [BookTransferSender](https://apidocs.finzly.net/dashboard#schemav3booktransfersender) | | | TRUE | |  | Required | |  | Sender account details | |
|  |  |  | |  |  |  |  |  |  |  |  |
| receiverAccount | [BookTransferReceive](https://apidocs.finzly.net/dashboard#schemav3booktransferreceiver) | | | TRUE | |  | Required | |  | Receiver account details |  |
|  | [r](https://apidocs.finzly.net/dashboard#schemav3booktransferreceiver) | |  |  |  |  |  |  |  |  |  |
| paymentAmount | number | |  | TRUE | |  | Greater than | |  | Payment amount | |
|  |  |  |  |  |  |  | Zero | |  |  |  |
| paymentDate | string(date) | |  | TRUE | |  | Valid date | |  | Payment date in mm-dd-yyyy |  |
|  |  |  |  |  |  |  | format mm- | |  | format. |  |
|  |  |  |  |  |  |  | dd-yyyy | |  |  |  |
| channel | string | |  | FALSE | |  | Valid channel | | | Channel associated with the | |
|  |  |  |  |  |  |  | such as API etc. | | | payment. If not provided it will | |
|  |  |  |  |  |  |  |  |  |  | default to API | |

### **BookTransferSender**

| **Attribute** | **Type** |  | **Required** | |  | **Restrictions** | |  |  | **Notes** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| accountUID | string |  | FALSE |  |  | Valid account id | |  | Sender account unique identifier. If | |
|  |  |  |  |  |  | exists in the | |  | accountUID is provided then other | |
|  |  |  |  |  |  | system. Max | |  | attributes are not required such as | |
|  |  |  |  |  |  | Length 17 chars | |  | accountNumber, accounttype, currency | |
| accountNumber | string |  | FALSE |  |  | Valid account | |  | Sender account number | |
|  |  |  |  |  |  | number | |  |  |  |
| accountType | string |  | FALSE |  |  | DDA or GL | |  | Account type | |
| currency | string |  | FALSE |  |  | Valid 3-digit | |  | Sender Currency | |
|  |  |  |  |  |  | currency code | |  |  |  |
|  |  |  |  |  |  | such as USD | |  |  |  |

### **BookTransferReceiver**

| **Attribute** | **Type** | **Required** | **Restrictions** | **Notes** |
| --- | --- | --- | --- | --- |
| accountUID | string | FALSE | Valid account id | Receiver account unique identifier. If |
|  |  |  | exists in the | accountUID is provided then other |

|  |  |  | system. Max | attributes are not required such as |
| --- | --- | --- | --- | --- |
|  |  |  | Length 17 chars | accountNumber, accounttype, currency |
| accountNumber | string | FALSE | none | Receiver account number |
|  |  |  |  |  |
| accountType | string | FALSE | DDA or GL | Account type |
| currency | string | FALSE | Valid 3-digit | Sender Currency. |
|  |  |  | currency code |  |
|  |  |  | such as USD |  |

### **Book Transfer Response:**

| **Attribute** | **Type** | **Required** | **Restrictions** | **Notes** |
| --- | --- | --- | --- | --- |
| status | string | FALSE | Success or failure | Status of the API request either it will be a success or a failure |
| code | string | FALSE | Error code such as BOOK001 | Code associated with the error. |
| message | string | FALSE | none | Error message corresponding to the error code indicating the issue in API call and an indication on how to resolve it. |
| data | Book Transfer Response | FALSE | none | none |

### **Book Transfer Response**

| **Attribute** | **Type** | **Required** | **Restrictions** | **Notes** |
| --- | --- | --- | --- | --- |
| paymentUID | string | FALSE | none | Payment unique identifier. |
|  |  |  |  |  |
| externalReferenceId | string | FALSE | none | External reference id provided by the |
|  |  |  |  | origination system |
|  |  |  |  |  |
| paymentStatus | String | FALASE | Valid Payment | Payment status |
|  |  |  | Status |  |

## **Sandbox**

The sandbox environment is an environment that you can play around with, use as a testbed for development. Customers must test their business flows in this environment prior to moving to production environment. Your business bank will onboard you into the sandbox environment and provide you with the API credentials. You must use test customers and test account numbers in the sandbox environment.

**Base URL:**

[**https://sandbox-digitalbanking-uat.finzly.io/api/openbanking**](https://sandbox-digitalbanking-uat.finzly.io/api/openbanking)

**Sandbox OAuth Token URL:**

[**https://sandbox-security-uat.finzly.io/auth/realms/BANKOS.UAT.SANDBOX.CUSTOMER/protocol/openid-connect/token**](https://sandbox-security-uat.finzly.io/auth/realms/BANKOS.UAT.SANDBOX.CUSTOMER/protocol/openid-connect/token)

## **Authentication**

Our APIs use oAuth 2.0 authentication protocol to provide the secure access. You will use our API keys with grant type “Client Credentials” to fetch an access token. This token is digitally signed and contains access information such as user role mapping etc. Access token is a short-lived token (30 sec). To authenticate and authorize your API calls, you will have to pass the access token in authorization header with “bearer” prefix.
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**Sample Request**

| **curl -X POST [URL]  -H "Content-Type: application/x-www-form-urlencoded"  -H 'Authorization: Basic [Base64(apikey:apisecert)]'  -d 'grant\_type=client\_credentials'** |
| --- |

**Sample Response**

| **{  "access\_token": "",  "expires\_in": 14400,  "refresh\_expires\_in": 1800,  "refresh\_token":"",  "token\_type": "bearer", }** |
| --- |

## **Webhooks**

Webhooks are used to get notified by Finzly bank whenever a payment event happens in your account. Your bank will help you setup a webhook for your accounts. The following events are sent to Webhooks.

**Payment Webhooks**

1. Outgoing credit payment

2. Outgoing debit payment

3. Incoming payments

4. Incoming drawdowns

5. Incoming debit requests

6. Incoming returns

7. Incoming NOCs

8. Incoming RFPs

| **Attribute** | **Type** | **Restrictions** | **Notes** |
| --- | --- | --- | --- |
| paymentId | integer | none | Payment unique identifier assigned by the |
|  |  |  | system to the payment object. |
|  |  |  |  |
| sourceReferenceId | string | none | Unique identifier assigned by th external |
|  |  |  | system to the payment object. |
|  |  |  |  |
| paymentStatus | string | none | Payment status such as VALIDATED, |
|  |  |  | VALIDATION\_FAILURE, TRANSMITTED, |
|  |  |  | PROCESSED, CANCELLED etc |
|  |  |  |  |
| bulkFileName | string | none | Name of the file, if the payment is uploaded |
|  |  |  | from the file to the finzly payment hub system |
|  |  |  | via FTP or API channel. |
| counterParty | string | none | Shortname associated with the legal entity |
|  |  |  | defined in the CRM system. |
|  |  |  |  |
| deliveryDate | string(date) | none | Delivery date refers to the date on which |
|  |  |  | payment is settle |
| deliveryMethod | string | none | The delivery method used to setlle the |
|  |  |  | payment such as ACH, WIRE, RTP, |
|  |  |  | FEDNOW, SWIFT, etc. |
| feeAmount | number(decimal) | none | Fee amount |
|  |  |  |  |
| paymentDate | string(date) | none | Date on which the payment is originated in |
|  |  |  | the system. |
| channel | string | none | Channel represents the system that originates |
|  |  |  | the payment for example API, TELLER, |
|  |  |  | CASHOS, ONLINE etc. |
| paymentIOType | string | none | Whether the payment is Inbound or Outbound |
| paymentNote1 | string | none | Payment notes provided by the external |
|  |  |  | system |

| paymentNote2 | string | none | Additional payment notes |
| --- | --- | --- | --- |
| paymentRemittanceInfo | string | none | Payment remittance information associated |
|  |  |  | with the payment. |
|  |  |  |  |
| paymentType | string | none | The payment type associated with the |
|  |  |  | payment such as Same Day ACH, Regular |
|  |  |  | ACH, WIRE, SWIFT etc. |
| forexContract | string | none | FX contract number associated with the |
|  |  |  | SWIFT payment |
| paymentNocDetails | [Object](https://apidocs.finzly.net/dashboard#schemapayment_paymentnocdetails) | none | The purpose of a NOC to notify you that |
|  |  |  | something about your customer's bank |
|  |  |  | account has changed. |
| paymentNocDetails: nocCode | string | none | Code associated with NOC |
|  |  |  |  |
| paymentNocDetails: | string | none | Original account number |
| originalAccountNumber |  |  |  |
|  |  |  |  |
| paymentNocDetails: | string | none | Corrected account number |
| correctedAccountNumber |  |  |  |
|  |  |  |  |
| paymentNocDetails: | string | none | Original routing number |
| originalRoutingNumber |  |  |  |
|  |  |  |  |
| paymentNocDetails: | string | none | Corrected routing number |
| correctedRoutingNumber |  |  |  |
|  |  |  |  |
| paymentNocDetails: | string | none | Original tran code |
| originalTranCode |  |  |  |
|  |  |  |  |
| paymentNocDetails: | string | none | Corrected tran code |
| correctedTranCode |  |  |  |
|  |  |  |  |
| paymentNocDetails: | string | none | NOC received date and time |
| receivedDateTime |  |  |  |
|  |  |  |  |
| imad | string | none | It is a unique number given to each Fedwire |
|  |  |  | payment. An IMAD/OMAD number can be |
|  |  |  | used to investigate and track wire transfers. |
|  |  |  |  |
| omad | string | none | It is a unique number given to each Fedwire |
|  |  |  | payment. An IMAD/OMAD number can be |
|  |  |  | used to investigate and track wire transfers. |
|  |  |  |  |
| receiverAccountNumber | string | none | Account number associated with the receiver |
|  |  |  |  |
| receiverAccountType | string | none | Receiver account type |
| receiverAddress1 | string | none | Receiver address |
|  |  |  |  |
| receiverAmount | number(decimal) | none | Payment amount received by the recipient |
| receiverBankName | string | none | Recipient's bank name |
|  |  |  |  |
| receiverBankState | string | none | Recipient's bank state |
| receiverDiscretionaryData | string | none | Receiver's discretionary data |
|  |  |  |  |
| receiverEmail | string(email) | none | Receiver's email |
| receiverId | string | none | Receiver unique identifier exist in the Finzly |
|  |  |  | CRM system |
| receiverIdType | string | none | Receiver identifier type |
| receiverName | string | none | Receiver name associated with the payment. |
|  |  |  |  |
| originalReceiverName | string | none | The original receiver name received from the |
|  |  |  | payment network for the inbound payment |
|  |  |  | request. |
| receiverPhoneNumber | string | none | Receiver phone number |
|  |  |  |  |
| receiverRoutingNumber | string | none | Receiver bank routing number |

| receiverState | string | none | Receiver state |
| --- | --- | --- | --- |
|  |  |  |  |
| receiverTemplateName | string | none | If the template name is associated with the |
|  |  |  | receiver in the payment hub system. |
|  |  |  |  |
| receiverType | string | none | Receiver type |
|  |  |  |  |
| receiverZip | string | none | Receiver's zipcode |
| ultimateReceiverName | string | none | Ultimate receiver name is associated with the |
|  |  |  | payment. |
| ultimateReceiverAccountNumber | string | none | The ultimate receiver account number |
| ultimateReceiverAddress1 | string | none | The ultimate receiver address 1 |
|  |  |  |  |
| ultimateReceiverAddress2 | string | none | The ultimate receiver address 2 |
| ultimateReceiverTaxId | string | none | The ultimate receiver tax number |
|  |  |  |  |
| ultimateReceiverCity | string | none | The ultimate receiver city |
| ultimateReceiverState | string | none | The ultimate receiver sate |
|  |  |  |  |
| ultimateReceiverZip | string | none | The ultimate receiver zipcode |
| ultimateReceiverCountry | string | none | The ultimate receiver country |
|  |  |  |  |
| senderAccountNumber | string | none | The sender account number |
| senderAccountType | string | none | The sender account type |
|  |  |  |  |
| senderAddress1 | string | none | The sender address 1 |
| senderAmount | number(decimal) | none | The sender amount |
|  |  |  |  |
| senderBankName | string | none | The sender bank name |
| senderBankState | string | none | The sender bank State |
|  |  |  |  |
| senderDiscretionaryData | string | none | The sender discretionary data |
| senderEmail | string(email) | none | The sender email |
|  |  |  |  |
| senderId | string | none | The sender unique identifier exist in the |
|  |  |  | system |
| senderIdType | string | none | The sender identifier type |
|  |  |  |  |
| senderName | string | none | The sender’s name |
| senderRoutingNumber | string | none | The sender routing number |
|  |  |  |  |
| senderState | string | none | The sender state |
| senderType | string | none | Type of the Sender for e.g., Corporate or |
|  |  |  | Consumer |
| senderZip | string | none | The sender zipcode |
| ultimateSenderName | string | none | The ultimate sender’s name |
|  |  |  |  |
| ultimateSenderAccountNumber | string | none | The ultimate sender account number |
| ultimateSenderAddress1 | string | none | The ultimate sender address 1 |
|  |  |  |  |
| ultimateSenderAddress2 | string | none | The ultimate sender address 2 |
| ultimateSenderTaxId | string | none | The ultimate receiver tax number |
|  |  |  |  |
| ultimateSenderCity | string | none | The ultimate sender city |
| ultimateSenderState | string | none | The ultimate sender sate |
|  |  |  |  |
| ultimateSenderZip | string | none | The ultimate sender zipcode |
| ultimateSenderCountry | string | none | The ultimate sender country |
|  |  |  |  |
| bulkFileNumber | integer | none | Bulk file number |
| entryType | string | none | Whether the payment is Credit or Debit |
|  |  |  |  |
| paymentReturnDetails | Object | This will be | Payment returns details. |
|  |  | populated |  |
|  |  | when the |  |
|  |  | payment is |  |
|  |  | returned. |  |

| paymentReturnDetails: code | string | none | Return code associated with the payment |
| --- | --- | --- | --- |
|  |  |  |  |
| paymentReturnDetails: | string | none | Return code description |
| description |  |  |  |
|  |  |  |  |
| creationDateTime | string(date-time) | none | Date and Time payment is created |
|  |  |  |  |
| lastUpdatedTime | string(date-time) | none | The date and Time of payment got updated |
|  |  |  | last |

## **Frequently Asked Questions**

* **What is Finzly Connect?**

Finzly Connect is the universal payment API for developers to access all the payment rails without worrying about the network and messaging rules.

* **What does Finzly Connect do?**

Finzly Connects offers REST API and webhook notifications to access any Finzly-powered bank. Finzly has normalized the payment data and made the payment processing super simple, so a bank customer, whether a fintech, business or an individual, doesn’t have to fret over the messaging rules. A developer can access ACH, Domestic Wires, International Wires, RTP, and FedNow using Finzly Connect and connect to their favorite Finzly Bank.

* **Does Finzly API support Bulk Payment Processing?**

Finzly system supports the ACH bulk payment processing in a NACHA format via the FTP channel. The bank can create an FTP account to process the ACH bulk file in a Nacha format. The solution provided two types of FTP accounts.

Customer: To be used by the corporate or Fintech to upload the bulk payments

Channel: To be used by the bank’s system to upload the payments associated with multiple customers.

NACHA has various rules around each transaction processing. ACH is very complicated to develop than other payment rails, but Finzly has simplified them with APIs. Finzly also offers file uploads of NACHA formatted files and returns NACHA formatted response files.

* **How does Finzly API offer instant payment access?**

Finzly Connect offers instant payment access and notifications via simple REST API. Develop new financial products such as Point of Sale, QR based invoices, and get paid instantly from your customer’s bank and eliminate card transaction fees

* **How does Fizly Connect secure payment access?**

Our APIs use the oAuth 2.0 authentication protocol to provide secure access. You will use our API keys with grant type “Client Credentials” to fetch an access token. This token is digitally signed and contains access information such as user role mapping. The access token is short-lived (30 sec). To authenticate and authorize your API calls, you must pass the access token in the authorization header with the “bearer” prefix.

* **Who should use Finzly APIs?**

Banks, and Fintechs seeking a modern, flexible, API-centric, end-to-end solution to support their BaaS initiatives and become a developer and fintech-friendly bank.

* **How can I test Finzly APIs?**

Users can perform your testing in Sandbox Mode. This mode provides a testing environment that helps you create an account enabled for making Finzly API calls.

## **API Changelog**

All notable changes to the Finzly APIs will be displayed on this page.